**Language:** Language is the use of a system of communication which consists of a set of sounds or written symbols.

**Computer Language:** computer languages are systems of communication with a computer. Such languages are used to create computer code or program code, the set of instructions forming a computer program which is executed by the computer.

Computers can only execute the machine code instructions which are part of their instruction set. Because these instructions are difficult for humans to read, and writing complex programs in machine code or other low-level programming languages is a time-consuming task, most programmers write their source code in a high-level programming language. This source code is translated into machine code by a compiler or interpreter, so that the computer can execute it to perform its tasks. A compiler produces object code which is usually in machine language, but may also be in an intermediate language which is at a lower level than the source. A runtime system is often used to execute object code by linking it with commonly used libraries. Bytecode is a lower level of source which is designed for more efficient interpretation by interpreters.

**Types of programming language based on abstraction:**

Languages vary in the level of abstraction they provide from the hardware. Some programming languages provide less or no abstraction while some provide higher abstraction. Based on the levels of abstraction, they can be classified into two categories:

1. Low-level language
2. High-level language

**Low-level language:**

The low-level language is a programming language that provides no abstraction from the hardware, and it is represented in 0 or 1 forms, which are the machine instructions.

It’s fast in execution but difficult for developer to understand, debug and write program.

The languages that come under this category are the Machine level language and Assembly language.

Machine-level language:

The machine-level language is a language that consists of a set of instructions that are in the binary form 0 or 1. As we know that computers can understand only machine instructions, which are in binary digits, i.e., 0 and 1, so the instructions given to the computer can be only in binary codes. Creating a program in a machine-level language is a very difficult task as it is not easy for the programmers to write the program in machine instructions. It is error-prone as it is not easy to understand, and its maintenance is also very high. A machine-level language is not portable as each computer has its machine instructions, so if we write a program in one computer will no longer be valid in another computer.

Assembly Language:

The assembly language contains some human-readable commands such as mov, add, sub, etc. The problems which we were facing in machine-level language are reduced to some extent by using an extended form of machine-level language known as assembly language. Since assembly language instructions are written in English words like mov, add, sub, so it is easier to write and understand.

As we know that computers can only understand the machine-level instructions, so we require a translator that converts the assembly code into machine code. The translator used for translating the code is known as an assembler.

The assembly language code is not portable because the data is stored in computer registers, and the computer has to know the different sets of registers.

The assembly code is not faster than machine code because the assembly language comes above the machine language in the hierarchy, so it means that assembly language has some abstraction from the hardware while machine language has zero abstraction.

**High-Level Language:**

The high-level language is a programming language that allows a programmer to write the programs which are independent of a particular type of computer. The high-level languages are considered as high-level because they are closer to human languages than machine-level languages.

It’s slow in execution in compare with low level language but easy for developer to understand, debug and write program.

When writing a program in a high-level language, then the whole attention needs to be paid to the logic of the problem.

A compiler is required to translate a high-level language into a low-level language.

**Advantages of a high-level language:**

1. The high-level language is easy to read, write, and maintain as it is written in English like words.
2. The high-level languages are designed to overcome the limitation of low-level language, i.e., portability. The high-level language is portable; i.e., these languages are machine-independent.

The following are the differences between low-level language and high-level language:

|  |  |
| --- | --- |
| **Low-level language** | **High-level language** |
| It is a machine-friendly language, i.e., the computer understands the machine language, which is represented in 0 or 1. | It is a user-friendly language as this language is written in simple English words, which can be easily understood by humans. |
| It executes at a faster pace. | The high-level language takes more time to execute. |
| It requires the assembler to convert the assembly code into machine code. | It requires the compiler to convert the high-level language instructions into machine code. |
| The machine code cannot run on all machines, so it is not a portable language. | The high-level code can run all the platforms, so it is a portable language. |
| It is memory efficient. | It is less memory efficient. |
| Debugging and maintenance are not easier in a low-level language. | Debugging and maintenance are easier in a high-level language. |

**Types of Programming Languages based on features and coding style:**

The different types of programming languages are discussed below.

**Procedural Programming Language:**

The procedural programming language is used to execute a sequence of statements which lead to a result. Typically, this type of programming language uses multiple variables, heavy loops and other elements, which separates them from functional programming languages. Functions of procedural language may control variables, other than function’s value returns. For example, printing out information.

**Functional Programming Language:**

Functional programming language typically uses stored data, frequently avoiding loops in favor of recursive functions. The functional programing’s primary focus is on the return values of functions, and side effects and different suggests that storing state are powerfully discouraged. For example, in an exceedingly pure useful language, if a function is termed, it’s expected that the function not modify or perform any o/p. It may, however, build algorithmic calls and alter the parameters of these calls. Functional languages are usually easier and build it easier to figure on abstract issues, however, they’ll even be “further from the machine” therein their programming model makes it difficult to know precisely, but the code is decoded into machine language (which are often problematic for system programming). Example Lisp, Python, Erlang, Haskell, Clojure, etc

**Object-oriented Programming Language:**

This programming language views the world as a group of objects that have internal data and external accessing parts of that data. The aim this programming language is to think about the fault by separating it into a collection of objects that offer services which can be used to solve a specific problem. One of the main principle of object oriented programming language is encapsulation that everything an object will need must be inside of the object. This language also emphasizes reusability through inheritance and the capacity to spread current implementations without having to change a great deal of code by using polymorphism.

**Scripting Programming Language:**

These programming languages are often procedural and may comprise object-oriented language elements, but they fall into their own category as they are normally not full-fledged programming languages with support for development of large systems. For example, they may not have compile-time type checking. Usually, these languages require tiny syntax to get started.

**Difference between Procedural Programming and Object Oriented Programming:**

|  |  |
| --- | --- |
| **PROCEDURAL ORIENTED PROGRAMMING** | **OBJECT ORIENTED PROGRAMMING** |
| In procedural programming, program is divided into small parts called functions. | In object oriented programming, program is divided into small parts called objects. |
| Procedural programming follows top down approach. | Object oriented programming follows bottom up approach. |
| There is no access specifier in procedural programming. | Object oriented programming have access specifiers like private, public, protected etc. |
| Procedural programming does not have any proper way for hiding data so it is less secure. | Object oriented programming provides data hiding so it is more secure. |
| In procedural programming, overloading is not possible. | Overloading is possible in object oriented programming. |
| In procedural programming, function is more important than data. | In object oriented programming, data is more important than function. |
| Examples: C, FORTRAN, Pascal etc. | Examples: C++, Java, Python, C# etc. |

**Object-oriented programming concept:**

Following are object-oriented concepts:

1. **Class:**

Classes are user defined data type which is combination of data as well as functions. It’s just a template, no any memory allocated after declaration. Memory allocated for its variable called object. You can define a blueprint for an object.

1. **Object:**

Run time entity of class is called as object.

1. **Data Abstraction:**

Data abstraction refers to, providing only essential information to the outside world and hiding their background details, i.e., to represent the needed information in program without presenting the details.

For example, a database system hides certain details of how data is stored and created and maintained. Similar way, C++ classes provides different methods to the outside world without giving internal detail about those methods and data.

1. **Data Encapsulation:**

The wrapping up of data and functions into a single unit (class) is called encapsulation.

1. **Inheritance:**

One of the most useful aspects of object-oriented programming is code reusability. Inheritance is the process by which objects of one class acquires the properties of objects of another class.

This is a very important concept of object-oriented programming since this feature helps to reduce the code size.

1. **Polymorphism:**

The ability to use an operator or function in different ways in other words giving different meaning or functions to the operators or functions is called polymorphism. Poly refers to many. That is a single function or an operator functioning in many ways different upon the usage is called polymorphism.

1. **Dynamic Binding:**

Dynamic binding means that the code associated with a given procedure call is not known until the time of the call at run-time. It is associated with polymorphism and inheritance. A function call associated with a polymorphism reference depends on the dynamic type of that reference.

**Python Features**

Python provides many useful features which make it popular and valuable from the other programming languages. It supports object-oriented programming, procedural programming approaches and provides dynamic memory allocation. We have listed below a few essential features.

1) Expressive Language

Python can perform complex tasks using a few lines of code. A simple example, the hello world program you simply type print("Hello World"). It will take only one line to execute, while Java or C takes multiple lines.

2) Interpreted Language

Python is an interpreted language; it means the Python program is executed one line at a time. The advantage of being interpreted language, it makes debugging easy and portable.

3) Cross-platform Language

Python can run equally on different platforms such as Windows, Linux, UNIX, and Macintosh, etc. So, we can say that Python is a portable language. It enables programmers to develop the software for several competing platforms by writing a program only once.

4) Free and Open Source

Python is freely available for everyone. It is freely available on its official website www.python.org. It has a large community across the world that is dedicatedly working towards make new python modules and functions. Anyone can contribute to the Python community. The open-source means, "Anyone can download its source code without paying any penny."

5) Object-Oriented Language

Python supports object-oriented language and concepts of classes and objects come into existence. It supports inheritance, polymorphism, and encapsulation, etc. The object-oriented procedure helps to programmer to write reusable code and develop applications in less code.

6) Extensible

It implies that other languages such as C/C++ can be used to compile the code and thus it can be used further in our Python code. It converts the program into byte code, and any platform can use that byte code.

7) Large Standard Library

It provides a vast range of libraries for the various fields such as machine learning, web developer, and also for the scripting. There are various machine learning libraries, such as Tensor flow, Pandas, Numpy, Keras, and Pytorch, etc. Django, flask, pyramids are the popular framework for Python web development.

8) GUI Programming Support

Graphical User Interface is used for the developing Desktop application. PyQT5, Tkinter, Kivy are the libraries which are used for developing the web application.

9) Integrated

It can be easily integrated with languages like C, C++, and JAVA, etc. Python runs code line by line like C,C++ Java. It makes easy to debug the code.

10) Embeddable

The code of the other programming language can use in the Python source code. We can use Python source code in another programming language as well. It can embed other language into our code.

11) Dynamic Memory Allocation

In Python, we don't need to specify the data-type of the variable. When we assign some value to the variable, it automatically allocates the memory to the variable at run time. Suppose we are assigned integer value 15 to x, then we don't need to write int x = 15. Just write x = 15.

**Python History and Versions**

* Python laid its foundation in the late 1980s.
* The implementation of Python was started in December 1989 by Guido Van Rossum at CWI in Netherland.
* In February 1991, Guido Van Rossum published the code (labeled version 0.9.0) to alt.sources.
* In 1994, Python 1.0 was released with new features like lambda, map, filter, and reduce.
* Python 2.0 added new features such as list comprehensions, garbage collection systems.
* On December 3, 2008, Python 3.0 (also called "Py3K") was released. It was designed to rectify the fundamental flaw of the language.
* ABC programming language is said to be the predecessor of Python language, which was capable of Exception Handling and interfacing with the Amoeba Operating System.
* The following programming languages influence Python:

ABC language.

Modula-3

**Why the Name Python?**

There is a fact behind choosing the name Python. Guido van Rossum was reading the script of a popular BBC comedy series "Monty Python's Flying Circus". It was late on-air 1970s.

Van Rossum wanted to select a name which unique, sort, and little-bit mysterious. So he decided to select naming Python after the "Monty Python's Flying Circus" for their newly created programming language.

The comedy series was creative and well random. It talks about everything. Thus it is slow and unpredictable, which made it very interesting.

**Python Libraries and Frameworks**

Python consists of vast libraries and various frameworks. After getting familiar with Python's basic concepts, the next step is to explore the Python libraries. Libraries are essential to work with the domain specific projects.

There are many libraries in Python. Below mentioned a few of them.

* TensorFlow - It is an artificial intelligence library which allows us to create large scale AI based projects.
* Django - It is an open source framework that allows us to develop web applications. It is easy, flexible, and simple to manage.
* Flask - It is also an open source web framework. It is used to develop lightweight web applications.
* Pandas - It is a Python library which is used to perform scientific computations.
* Keras - It is an open source library, which is used to work around the neural network.

**Usage of Python:**

Python is a general purpose, open source, high-level programming language and also provides number of libraries and frameworks. Python has gained popularity because of its simplicity, easy syntax and user-friendly environment. The usage of Python as follows.

* Desktop Applications
* Web Applications
* Data Science
* Artificial Intelligence
* Machine Learning
* Scientific Computing
* Robotics
* Gaming
* Mobile Apps
* Data Analysis and Preprocessing

**Python Programming**

**Python Comments**

There are 3 ways of creating comments in Python.

# This is a comment

##single line comment

"""This is a

multiline

comment."""

'''This is also a

multiline

comment.'''

**Indentation and Comment in Python**

Indentation is the most significant concept of the Python programming language. Improper use of indentation will end up "IndentationError" in our code.

Indentation is nothing but adding whitespaces before the statement when it is needed. Without indentation Python doesn't know which statement to be executed to next. Indentation also defines which statements belong to which block. If there is no indentation or improper indentation, it will display "IndentationError" and interrupt our code.

Python indentation defines the particular group of statements belongs to the particular block. The programming languages such as C, C++, java use the curly braces {} to define code blocks.

In Python, statements that are the same level to the right belong to the same block. We can use four whitespaces to define indentation.
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Example -

list1 = [1, 2, 3, 4, 5]

for i in list1:

print(i)

if i==4:

break

print("End of for loop")

Output:

1

2

3

4

End of for loop

**Multi-Line Statements**

Statements in Python typically end with a new line. Python does, however, allow the use of the line continuation character (\) to denote that the line should continue. For example −

total = item\_one + \

item\_two + \

item\_three

Statements contained within the [], {}, or () brackets do not need to use the line continuation character. For example −

days = ['Monday', 'Tuesday','Wednesday', 'Thursday', 'Friday']

**Multiple Statements on a Single Line**

The semicolon ( ; ) allows multiple statements on the single line given that neither statement starts a new code block. Here is a sample snip using the semicolon −

Num1=5;num2=6; num3=num1+num2;

**Tokens of Python:**

Smallest individual unit of python program is called token.

1. Keywords
2. Identifiers
3. Literals/Constants
4. Operators

**Keyword:** Reserve words provided by python and having fixed meaning. We can’t use these words for other purposes. All the Python keywords contain lowercase letters only.

Following are example of python keywords:

|  |  |  |
| --- | --- | --- |
| And | exec | not |
| Assert | finally | or |
| Break | for | pass |
| Class | from | print |
| continue | global | raise |
| Def | if | return |
| Del | import | try |
| Elif | in | while |
| Else | is | with |
| except | lambda | Yield |

**Identifiers:**

Python identifiers refer to a name used to identify a variable, function, module, class, module or other objects.

There are few rules to follow while naming the Python Variable:

* A variable name must start with either an English letter or underscore (\_).
* A variable name cannot start with the number.
* Special characters are not allowed in the variable name.
* The variable's name is case sensitive.
* Keywords can’t be used as variable name.

Starting an identifier with a single leading underscore indicates that the identifier is private.

Starting an identifier with two leading underscores indicates a strongly private identifier.

If the identifier also ends with two trailing underscores, the identifier is a language-defined special name.

**Python Literals/constant:**

Python Literals can be defined as data that is given in a variable or constant.

Python supports the following literals:

**1. String literals:**

String literals can be formed by enclosing a text in the quotes. We can use both single as well as double quotes to create a string.

Ex: “abc” , “12”, “2a”, ‘5’, ‘abc’, ‘’’abc’’’, “””abc”””

**Types of Strings**:

There are two types of Strings supported in Python:

a) **Single-line String**- Strings that are terminated within a single-line are known as Single line Strings.

Example: text1='hello'

b) **Multi-line String** - A piece of text that is written in multiple lines is known as multiple lines string.

There are two ways to create multiline strings:

1) Adding black slash at the end of each line.

Example:

text1='hello\

world'

print(text1)

Output:

'helloworld'

2) Using triple quotation marks:-

Example:

str2='''welcome

to

Pune'''

Print(str2)

Output:

welcome

to

Pune

**2. Numeric literals:**

Numeric Literals are immutable. Numeric literals can belong to following four different numerical types.

* **Int(signed integers):** Numbers( can be both positive and negative) with no fractional part.eg: 100
* **float(floating point)**: Real numbers with both integer and fractional part eg: -26.2
* **Complex(complex)**: In the form of a+bj where a forms the real part and b forms the imaginary part of the complex number. eg: 3.14j

**3. Boolean literals:**

A Boolean literal can have any of the two values: True(1) or False(0).

Example - Boolean Literals

x = (1 == True)

y = (2 == False)

z = (3 == 1)

a = True + 10

b = False + 10

print("x is", x)

print("y is", y)

print("z is", z)

print("a:", a)

print("b:", b)

Output:

x is True

y is False

z is False

a: 11

b: 10

**4. Special literals:**

Python contains one special literal i.e., None.

None is used to specify to that field that is not created. It is also used for the end of lists in Python.

Example - Special Literals

val1=10

val2=None

print(val1)

print(val2)

Output:

10

None

**Python Operators:**

The operator can be defined as a symbol which is responsible for a particular operation between two operands. Python provides a variety of operators, which are described as follows.

* Arithmetic operators
* Comparison operators
* Assignment Operators
* Logical Operators
* Bitwise Operators
* Membership Operators
* Identity Operators

**Arithmetic Operators:**

Arithmetic operators are used to perform arithmetic operations between two operands. It includes + (addition), - (subtraction), \*(multiplication), /(divide), %(reminder), //(floor division), and exponent (\*\*) operators.

+ (Addition) It is used to add two operands. For example, if a = 20, b = 10 => a+b = 30

- (Subtraction) It is used to subtract the second operand from the first operand. If the first operand is less than the second operand, the value results negative.

For example, if a = 20, b = 10 => a - b = 10

/ (divide) It returns the quotient after dividing the first operand by the second operand. For example, if a = 20, b = 10 => a/b = 2.0

\* (Multiplication) It is used to multiply one operand with the other. For example, if a = 20, b = 10 => a \* b = 200

% (reminder) It returns the reminder after dividing the first operand by the second operand. For example, if a = 20, b = 10 => a%b = 0

\*\* (Exponent) It is an exponent operator represented as it calculates the first operand power to the second operand.

// (Floor division) It gives the floor value of the quotient produced by dividing the two operands.

**Comparison operator**

Comparison operators are used to comparing the value of the two operands and returns Boolean true or false accordingly.

== If the value of two operands is equal, then the condition becomes true.

!= If the value of two operands is not equal, then the condition becomes true.

<= If the first operand is less than or equal to the second operand, then the condition becomes true.

>= If the first operand is greater than or equal to the second operand, then the condition becomes true.

> If the first operand is greater than the second operand, then the condition becomes true.

< If the first operand is less than the second operand, then the condition becomes true.

**Assignment Operators:**

The assignment operators are used to assign the value of the right expression to the left operand.

= It assigns the value of the right expression to the left operand.

+= It increases the value of the left operand by the value of the right operand and assigns the modified value

back to left operand. For example, if a = 10, b = 20 => a+ = b will be equal to a = a+ b and therefore, a=30.

-= It decreases the value of the left operand by the value of the right operand and assigns the modified value

back to left operand. For example, if a = 20, b = 10 => a- = b will be equal to a = a- b and therefore, a = 10.

\*= It multiplies the value of the left operand by the value of the right operand and assigns the modified value back to then the left operand. For example, if a = 10, b = 20 => a\* = b will be equal to a = a\* b and therefore, a = 200.

%= It divides the value of the left operand by the value of the right operand and assigns the reminder back to the left operand. For example, if a = 20, b = 10 => a % = b will be equal to a = a % b and therefore, a = 0.

\*\*= a\*\*=b will be equal to a=a\*\*b, for example, if a = 4, b =2, a\*\*=b will assign 4\*\*2 = 16 to a.

//= A//=b will be equal to a = a// b, for example, if a = 4, b = 3, a//=b will assign 4//3 = 1 to a.

**Logical Operators:**

The logical operators are used primarily in the expression evaluation to make a decision. Python supports the following logical operators.

and If both the expression are true, then the condition will be true. If a and b are the two expressions, a → true, b → true => a and b → true.

or If one of the expressions is true, then the condition will be true. If a and b are the two expressions, a → true, b → false => a or b → true.

not If an expression a is true, then not (a) will be false and vice versa.

**Bitwise Operators**

The bitwise operators perform bit by bit operation on the values of the two operands.

& (binary and) If both the bits at the same place in two operands are 1, then 1 is copied to the result. Otherwise,

0 is copied.

| (binary or) The resulting bit will be 0 if both the bits are zero; otherwise, the resulting bit will be 1.

^ (binary xor) The resulting bit will be 1 if both the bits are different; otherwise, the resulting bit will be 0.

~ (negation) It calculates the negation of each bit of the operand, i.e., if the bit is 0, the resulting bit will be 1

and vice versa.

<< (left shift) The left operand value is moved left by the number of bits present in the right operand.

>> (right shift) The left operand is moved right by the number of bits present in the right operand.

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  | **0** | **0** | **1** |

**Membership Operators**

Python membership operators are used to check the membership of value inside a Python data structure. If the value is present in the data structure, then the resulting value is true otherwise it returns false.

in It is evaluated to be true if the first operand is found in the second operand (list, tuple, or dictionary).

not in It is evaluated to be true if the first operand is not found in the second operand (list, tuple, or dictionary).

x = 'Hello world'

y = {1:'a',2:'b'}

# Output: True

print('H' in x)

# Output: True

print('hello' not in x)

# Output: True

print(1 in y)

# Output: False

print('a' in y)

**Identity Operators**

The identity operators are used to decide whether an element certain class or type.

is It is evaluated to be true if the reference present at both sides point to the same object.

is not It is evaluated to be true if the reference present at both sides do not point to the same object.

x1 = 5

y1 = 6

x2 = 'Hello'

y2 = 'Hello'

x3 = [1,2,3]

y3 = [1,2,3]

# Output: False

print(x1 is not y1)

# Output: True

print(x2 is y2)

# Output: False

print(x3 is y3)

a=6+5/4

**Operator Precedence**

The precedence of the operators is essential to find out since it enables us to know which operator should be evaluated first. The precedence table of the operators in Python is given below.

|  |  |
| --- | --- |
| Operator | Description |
| \*\* | The exponent operator is given priority over all the others used in the expression. |
| ~ + - | The negation, unary plus, and minus. |
| \* / % // | The multiplication, divide, modules, reminder, and floor division. |
| + - | Binary plus, and minus |
| >> << | Left shift. and right shift |
| & | Binary and. |
| ^ | | Binary xor, and or |
| <= < > >= | Comparison operators (less than, less than equal to, greater than, greater then equal to). |
| <> == != | Equality operators. |
| = %= /= //= -= += \*= \*\*= | Assignment operators |
| is is not | Identity operators |
| in not in | Membership operators |
| not or and | Logical operators |

**Python Variables**

Variable is a name that is used to refer to memory location. Python variable is also known as an identifier and used to hold value.

In Python, we don't need to specify the type of variable because Python is a infer language and smart enough to get variable type.

Variable names can be a group of both the letters and digits, but they have to begin with a letter or an underscore.

It is recommended to use lowercase letters for the variable name. Rahul and rahul both are two different variables.

**Identifier Naming**

Variables are the example of identifiers. An Identifier is used to identify the literals used in the program. The rules to name an identifier are given below.

* The first character of the variable must be an alphabet or underscore ( \_ ).
* All the characters except the first character may be an alphabet of lower-case(a-z), upper-case (A-Z), underscore, or digit (0-9).
* Identifier name must not contain any white-space, or special character (!, @, #, %, ^, &, \*).
* Identifier name must not be similar to any keyword defined in the language.
* Identifier names are case sensitive; for example, my name, and MyName is not the same.

Examples of valid identifiers: a123, \_n, n\_9, etc.

Examples of invalid identifiers: 1a, n%4, n 9, etc.

**Declaring Variable and Assigning Values**

Python does not bind us to declare a variable before using it in the application. It allows us to create a variable at the required time.

We don't need to declare explicitly variable in Python. When we assign any value to the variable, that variable is declared automatically.

The equal (=) operator is used to assign value to a variable.

**Object References**

It is necessary to understand how the Python interpreter works when we declare a variable. The process of treating variables is somewhat different from many other programming languages.

Python is the highly object-oriented programming language; that's why every data item belongs to a specific type of class. Consider the following example.

print("John")

Output:

John

In the above print statement, we have created a string object. Let's check the type of it using the Python built-in **type() function**.

type("John")

Output:

<class 'str'>

In Python, variables are a symbolic name that is a reference or pointer to an object. The variables are used to denote objects by that name.

Let's understand the following example

a = 50

![Python Variables](data:image/png;base64,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)

In the above image, the variable a refers to an integer object.

Suppose we assign the integer value 50 to a new variable b.

a = 50

b = a

![Python Variables](data:image/png;base64,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)

The variable b refers to the same object that a points to because Python does not create another object.

Let's assign the new value to b. Now both variables will refer to the different objects.

a = 50

b=50

b=100

![Python Variables](data:image/png;base64,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)

Python manages memory efficiently if we assign the same variable to two different values.

**Object Identity**

In Python, every created object identifies uniquely in Python. Python provides the guaranteed that no two objects will have the same identifier. The built-in **id() function**, is used to identify the object identifier.

Example:

a = 50

b = a

print(id(a))

print(id(b))

# Reassigned variable a

a = 500

print(id(a))

Output:

140734982691168

140734982691168

2822056960944

We assigned the b = a, a and b both point to the same object. When we checked by the **id() function** it returned the same number. We reassign a to 500; then it referred to the new object identifier.

The variable name should be descriptive to make code more readable.

**The multi-word keywords can be created by the following method.**

**Camel Case** - In the camel case, each word or abbreviation in the middle of begins with a capital letter. There is no intervention of whitespace. For example - nameOfStudent, valueOfVaraible, etc.

**Pascal Case** - It is the same as the Camel Case, but here the first word is also capital. For example - NameOfStudent, etc.

**Snake Case** - In the snake case, Words are separated by the underscore. For example - name\_of\_student, etc.

**Multiple Assignment**

Python allows us to assign a value to multiple variables in a single statement, which is also known as multiple assignments.

We can apply multiple assignments in two ways, either by assigning a single value to multiple variables or assigning multiple values to multiple variables.

1. **Assigning single value to multiple variables**

Example:

X=50

Y=50

Z=50

x=y=z=50

print(x)

print(y)

print(z)

Output:

50

50

50

2. **Assigning multiple values to multiple variables:**

Example:

A=5

B=10

C=15

a,b,c=5,10,15

print(a)

print (b)

print (c)

Output:

5

10

15

The values will be assigned in the order in which variables appear.

**Delete a variable**

We can delete the variable using the **del keyword**. The syntax is given below.

Syntax:

del <variable\_name>

In the following example, we create a variable x and assign value to it. We deleted variable x, and print it, we get the error "variable x is not defined". The variable x will no longer use in future.

Example:

x = 6

print(x)

del x

print(x)

Output:

6

Traceback (most recent call last):

File "C:/test.py", line 6, in

print(x)

NameError: name 'x' is not defined

**Maximum Possible Value of an Integer in Python**

Unlike the other programming languages, Python doesn't have long int data types. It treats all integer values as an int data type. Here, the question arises. What is the maximum possible value can hold by the variable in Python?

There is no limitation number by bits and we can expand to the limit of our memory. Python doesn't have any special data type to store larger numbers.

Example -

a = 10000000000000000000000000000000000000000000

a = a + 1

print(type(a))

print (a)

Output:

<class 'int'>

10000000000000000000000000000000000000000001

**Print Single and Multiple Variables in Python**

We can print multiple variables within the single print statement. Below are the example of single and multiple printing values.

Example - 1 (Printing Single Variable)

a = 5

print(a)

print((a))

Output:

5

5

Example - 2 (Printing Multiple Variables)

a = 5

b = 6

print(a,b)

Print(1, 2, 3, 4, 5, 6, 7, 8)

Output:

5 6

1 2 3 4 5 6 7 8

**Python Data Types**

Datatype tells about size and type of data. Based on the data type of a variable, the operating system allocates memory of specific size and decides what can be stored in the reserved memory.

**Python Data Types**

Variables can hold values, and every value has a data-type. **Python is a dynamically typed language; hence we do not need to define the type of the variable while declaring it. The interpreter implicitly binds the value with its type**.

a = 5

The variable a holds integer value five and we did not define its type. Python interpreter will automatically interpret variables a as an integer type.

Python enables us to check the type of the variable used in the program. Python provides us the **type() function**, which returns the type of the variable passed.

Consider the following example to define the values of different data types and checking its type.

a=10

b="Hi Python"

c = 10.5

print(type(a))

print(type(b))

print(type(c))

Output:

<class 'int'>

<class 'str'>

<class 'float'>

Example:

c = 5 + 3j

print(c + 3)

print(isinstance(c, complex))

Output:

(8+3j)

True

**Standard data types**

Python provides various standard data types that define the storage method on each of them. The data types defined in Python are given below.

Text Type: str

Numeric Types: int, float, complex

Sequence Types: list, tuple, range

Mapping Type: dict

Set Types: set, frozenset

Boolean Type: bool

Binary Types: bytes, bytearray, memoryview

**Setting the Data Type**

In Python, the data type is set when you assign a value to a variable:

|  |  |
| --- | --- |
| Example | Data Type |
| x = "Hello World" | str |
| x = 20 | int |
| x = 20.5 | float |
| x = 1j | complex |
| x = ["apple", 5, "cherry"] | list |
| x = ("apple", 25, "cherry") | tuple |
| x = range(6) | range |
| x = {"name" : "John", "age" : 36} | dict |
| x = {"apple", "banana", "cherry"} | set |
| x = frozenset({"apple", "banana", "cherry"}) | frozenset |
| x = True | bool |
| x = b"Hello" | bytes |
| x = bytearray(5) | bytearray |
| x = memoryview(bytes(5)) | memoryview |

**Setting the Specific Data Type to variable:**

If you want to specify the data type to a variable, you can use the following constructor functions:

|  |  |
| --- | --- |
| **Example** | **Data Type** |
| x = str("Hello World") | str |
| x = int(20) | int |
| x = float(20.5) | float |
| x = complex(1j) | complex |
| x = list(("apple", "banana", "cherry")) | list |
| x = tuple(("apple", "banana", "cherry")) | tuple |
| x = range(6) | range |
| x = dict(name="John", age=36) | dict |
| x = set(("apple", "banana", "cherry")) | set |
| x = frozenset(("apple", "banana", "cherry")) | frozenset |
| x = bool(5) | bool |
| x = bytes(5) | bytes |
| x = bytearray(5) | bytearray |
| x = memoryview(bytes(5)) | memoryview |

**Type Conversion**

We can convert one type of number into another. This is also known as coercion.

**Implicit conversion**

Operations like addition, subtraction coerce integer to float implicitly (automatically), if one of the operands is float.

>>> 1 + 2.0

3.0

We can see above that 1 (integer) is coerced into 1.0 (float) for addition and the result is also a floating point number.

**Explicit Conversion:**

We can also use built-in functions like int(), float() etc.. to convert between types explicitly.

int(4.5)

int(“2”)

a=”2”

b=”34”

c=a+b

234

c=int(a)+int(b)

36

**To convert between types, you simply use the type name as a function.**

A=str(2)

There are several built-in functions to perform conversion from one data type to another. These functions return a new object representing the converted value.

|  |  |
| --- | --- |
| Sr.No. | Function & Description |
| 1 | int(x [,base])  Converts x to an integer. base specifies the base if x is a string. |
| 2 | float(x)  Converts x to a floating-point number. |
| 3 | complex(real [,imag])  Creates a complex number. |
| 4 | str(x)  Converts object x to a string representation. |
| 6 | repr(x)  Converts object x to an expression string. |
| 7 | eval(str)  Evaluates a string and returns an object. |
| 8 | tuple(s)  Converts s to a tuple. |
| 9 | list(s)  Converts s to a list. |
| 10 | set(s)  Converts s to a set. |
| 11 | dict(d)  Creates a dictionary. d must be a sequence of (key,value) tuples. |
| 12 | frozenset(s)  Converts s to a frozen set. |
| 13 | chr(x)  Converts an integer to a character. |
| 14 | unichr(x)  Converts an integer to a Unicode character. |
| 15 | ord(x)  Converts a single character to its integer value. |
| 16 | hex(x)  Converts an integer to a hexadecimal string. |
| 17 | oct(x)  Converts an integer to an octal string. |

**Numbers or Numeric Type:**

Python supports three types of numeric data.

int - Integer value can be any length such as integers 10, 2, 29, -20, -150 etc. Python has no restriction on the length of an integer. Its value belongs to int

float - Float is used to store floating-point numbers like 1.9, 9.902, 15.2, etc. It is accurate upto 15 decimal points.

complex - A complex number contains an ordered pair, i.e., x + iy where x and y denote the real and imaginary parts, respectively. The complex numbers like 2.14j, 2.0 + 2.3j, etc.

**String**

The string can be defined as the sequence of characters represented in the quotation marks. In Python, we can use single, double, or triple quotes to define a string.

String handling in Python is a straightforward task since Python provides built-in functions and operators to perform operations in the string.

In the case of string handling, the operator + is used to concatenate two strings as the operation "hello"+" python" returns "hello python".

The operator \* is known as a repetition operator as the operation "Python" \*2 returns 'Python Python'.

The following example illustrates the string in Python.

Example - 1

str = "string using double quotes"

print(str)

s = '''A multiline

string'''

print(s)

Output:

string using double quotes

A multiline

string

Example - 2

str1 = 'hello Python'

str2 = ' how are you'

print (str1[0:2])

print (str1[4])

print (str1\*2)

print (str1 + str2)

Output:

he

o

hello Pythonhello Python

hello Pythonhow are you

**Boolean**

Boolean type provides two built-in values, True and False. These values are used to determine the given statement true or false. It denotes by the class **bool**. True can be represented by any non-zero value or 'T' whereas false can be represented by the 0 or 'F'.

Example.

print(type(True))

print(type(False))

print(false)

Output:

<class 'bool'>

<class 'bool'>

NameError: name 'false' is not defined

Example - 2

x = (1 == True)

y = (2 == False)

z = (3 == 1)

a = True + 10

b = False + 10

print("x is", x)

print("y is", y)

print("z is", z)

print("a:", a)

print("b:", b)

Output:

x is True

y is False

z is False

a: 11

b: 10

**Python print() Function:**

The print() function prints the specified message to the screen, or other standard output device.

The message can be a string, or any other object, the object will be converted into a string before written to the screen.

**Syntax**

print(object(s), sep=separator, end=end, file=file, flush=flush)

**Parameter Values**

Parameter Description

object(s) Any object, and as many as you like. Will be converted to string before printed

sep='separator' Optional. Specify how to separate the objects, if there is more than one. Default is ' '

end='end' Optional. Specify what to print at the end. Default is '\n' (line feed)

file Optional. An object with a write method. Default is sys.stdout

flush Optional. A Boolean, specifying if the output is flushed (True) or buffered (False). Default

is False

Example 1

print("Python is programming language.")

x = 7

print("x =", x)

y = x

print('x =', x, '= y')

Output:

Python is programming language.

x = 7

x = 7 = y

Explanation:

In the above code, only objects parameter is passed to print() function (in all three print statements).

The end parameter '\n' (newline character) is used to display output in the next line, and it is by default. As we can see, each print statement displays output in the new line.

If the file is saved as sys.stdout, then, the output is printed on the screen.

Here the value of flush is False, so the stream is not forcibly flushed.

Example 2

x = 7

print("x =", x, sep='00000', end='\n\n')

print("x =", x, sep='0', end='')

Output:

a =000007

a =07

**Print value of variable inside the string:**

**Syntax**

print(f”string1{var1}string2{var2})

Example:

num1=5

num2=10

print(f"Value of num1={num1} and value of num2={num2}");

Output:

Value of num1=5 and value of num2=10

**Python input() Function**

Python input() function is used to get input from the user. It prompts for the user input and reads a line. After reading data, it converts it into a string and returns that. It throws an error EOFError if EOF is read.

Syntax: input ([prompt])

Parameters

prompt: It is a string message which prompts for the user input.

Return: It returns user input after converting into a string.

Example:

val = input("Enter a value: ")

print("You entered:",val)

Output:

Enter a value: 45

You entered: 45

Example: The input() method returns string value. So, if we want to perform arithmetic operations, we need to cast the value first.

val = input("Enter an integer: ")

val = int(val)

sqr = (val\*val)

print("Square of the value:",sqr)

Output:

Enter an integer: 12

Square of the value: 144

Example:

print('Enter your name:')

x = input()

print('Hello, ' + x)

Output:

Enter your name:Test

Hello, Test

**Decision Making and Branching**

Decision making is about deciding the order of execution of statements based on certain conditions or repeat a group of statements until certain specified conditions are met.

In programming the order of execution of instructions may have to be changed depending on certain conditions. This involves a kind of decision making to see whether a particular condition has occurred or not and then direct the computer to execute certain instructions (Branch) accordingly.

Python handles decision-making and branching by supporting the following statements, if statement, if..else, elif and nested if .

**Note:** **Python programming language assumes any non-zero and non-null values as TRUE, and if it is either zero or null, then it is assumed as FALSE value**.

**The if statement**

The if statement is used to test a particular condition and if the condition is true, it executes a block of code known as if-block. The condition of if statement can be any valid logical expression which can be either evaluated to true or false.
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The syntax of the if-statement is given below.

if expression:

statement

Example:

num = int(input("enter the number?"))

if num%2 == 0:

print("Number is even")

Output:

enter the number?10

Number is even

Example: Program to print the largest of the three numbers.

a = int(input("Enter a? "));

b = int(input("Enter b? "));

c = int(input("Enter c? "));

if a>b and a>c:

print("a is largest");

if b>a and b>c:

print("b is largest");

if c>a and c>b:

print("c is largest");

Output:

Enter a? 100

Enter b? 120

Enter c? 130

c is largest

**Example**

If statement, without indentation (will raise an error):

a = 33

b = 200

if b > a:

print("b is greater than a") # you will get an error

**The pass Statement**

if statements cannot be empty, but if you for some reason have an if statement with no content, put in the pass statement to avoid getting an error.

Example

a = 33

b = 200

if b > a:

pass

**The if-else statement**

The if-else statement provides an else block combined with the if statement which is executed in the false case of the condition.

If the condition is true, then the if-block is executed. Otherwise, the else-block is executed.
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The syntax of the if-else statement is given below.

if condition:

#block of statements

else:

#another block of statements (else-block)

Example 1 : Program to check whether a person is eligible to vote or not.

age = int (input("Enter your age? "))

if age>=18:

print("You are eligible to vote !!");

else:

print("Sorry! you have to wait !!");

Output:

Enter your age? 90

You are eligible to vote !!

Example 2: Program to check whether a number is even or not.

num = int(input("enter the number?"))

if num%2 == 0:

print("Number is even...")

else:

print("Number is odd...")

Output:

enter the number?10

Number is even

**Single Statement with if or else:**

If the if clause consists only of a single line, it may go on the same line as the header statement.

Example:

var = 100

if ( var == 100 ) : print("Value of expression is 100")

print("Outside of if")

Output

Value of expression is 100

Outside of if

**Short Hand If ... Else**

If you have only one statement to execute, one for if, and one for else, you can put it all on the same line:

Example

One line if else statement:

a = 2

b = 330

print("A") if a > b else print("B")

**You can also have multiple else statements on the same line:**

Example

One line if else statement, with 3 conditions:

a = 330

b = 330

print("A") if a > b else print("=") if a == b else print("B")

**The elif statement**

The elif statement enables us to check multiple conditions and execute the specific block of statements depending upon the true condition among them. We can have any number of elif statements in our program depending upon our need. However, using elif is optional.

The elif statement works like an if-else-if ladder statement in C. It must be succeeded by an if statement.

The syntax of the elif statement :

if expression 1:

# block of statements

elif expression 2:

# block of statements

elif expression 3:

# block of statements

else:

# block of statements
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Example:

number = int(input("Enter the number?"))

if number==10:

print("number is equals to 10")

elif number==50:

print("number is equal to 50");

elif number==100:

print("number is equal to 100");

else:

print("number is not equal to 10, 50 or 100");

Output:

Enter the number?15

number is not equal to 10, 50 or 100

**Nested if Statement**

Nested if statements enable us to use if..else statement inside an outer if statement.

The syntax of the nested if...elif...else construct may be −

if expression1:

statement(s)

if expression2:

statement(s)

elif expression3:

statement(s)

elif expression4:

statement(s)

else:

statement(s)

else:

statement(s)

Example:

num1=int(input("Enter a No:"))

num2=int(input("Enter a No:"))

num3=int(input("Enter a No:"))

if num1>num2:

if num1>num3:

print(num1," is greatest number")

else:

print(num3," is greatest number")

else:

if num2>num3:

print(num2," is greatest number")

else:

print(num3," is greatest number")

**Decision Making and Looping**

The flow of the programs written in any programming language is sequential by default. Sometimes we may need to alter the flow of the program. The execution of a specific code may need to be repeated several numbers of times.

For this purpose, The programming languages provide various types of loops which are capable of repeating some specific code several numbers of times. Consider the following diagram to understand the working of a loop statement.
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Why we use loops in python?

The looping simplifies the complex problems into the easy ones. It enables us to alter the flow of the program so that instead of writing the same code again and again, we can repeat the same code for a finite number of times. For example, if we need to print the first 10 odd numbers then, instead of using the print statement 10 times, we can print inside a loop which runs up to 10 iterations.

**There are the following loop statements in Python:**

|  |  |
| --- | --- |
| Loop Statement | Description |
| for loop | The for loop is used in the case where we need to execute some part of the code until the given condition is satisfied. The for loop is also called as a per-tested loop. It is better to use for loop if the number of iteration is known in advance. |
| while loop | The while loop is to be used in the scenario where we don't know the number of iterations in advance. The block of statements is executed in the while loop until the condition specified in the while loop is satisfied. It is also called a pre-tested loop. |
| do-while loop | The do-while loop continues until a given condition satisfies. It is also called post tested loop. It is used when it is necessary to execute the loop at least once (mostly menu driven programs). **do-while loop is not available in Python**. |

**Python for loop**

The for loop in Python is used to iterate the statements or a part of the program several times. It is frequently used to traverse the data structures like list, tuple, or dictionary.

The syntax of for loop :

for iterating\_var in sequence:

statement(s)

The for loop flowchart
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**For loop Using Sequence**

Example-1: Iterating string using for loop

str = "Python"

for i in str:

print(i)

Output:

P

y

t

h

o

n

Example- 2: Program to print the table of the given number .

list = [1,2,3,4,5,6,7,8,9,10]

n = 5

for i in list:

c = n\*i

print(c, end=” “)

Output:

5 10 15 20 25 30 35 40 45 50

Example-4: Program to print the sum of the given list.

list = [10,30,23,43,65,12]

sum = 0

for i in list:

sum = sum+i

print("The sum is:",sum)

Output:

The sum is: 183

**For loop Using range() function**

**The range() function**

The range() function is used to generate the sequence of the numbers. If we pass the range(10), it will generate the numbers from 0 to 9. The syntax of the range() function is given below.

Syntax:

range(start, stop, step\_size)

range(10)

0 1 2 3 4 5 6 7 8 9

* The start represents the beginning of the iteration.
* The stop represents that the loop will iterate till stop-1. The range(1,5) will generate numbers 1 to 4 iterations. It is optional.
* The step size is used to skip the specific numbers from the iteration. It is optional to use. By default, the step size is 1. It is optional.

Example-1: Program to print numbers in sequence.

for i in range(10):

print(i,end = ' ')

Output:

0 1 2 3 4 5 6 7 8 9

Example - 2: Program to print table of given number.

n = int(input("Enter the number "))

for i in range(1,11):

c = n\*i

print(n,"\*",i,"=",c)

Output:

Enter the number 10

10 \* 1 = 10

10 \* 2 = 20

10 \* 3 = 30

10 \* 4 = 40

10 \* 5 = 50

10 \* 6 = 60

10 \* 7 = 70

10 \* 8 = 80

10 \* 9 = 90

10 \* 10 = 100

Example-3: Program to print even number using step size in range().

n = int(input("Enter the number "))

for i in range(2,n,2):

print(i)

Output:

Enter the number 20

2

4

6

8

10

12

14

16

18

We can also use the range() function with sequence of numbers. The len() function is combined with range() function which iterate through a sequence using indexing. Consider the following example.

str=”PYTHON”

for i in range(len(str)):

print(str[i])

Output:

P

Y

T

H

O

N

**Nested for loop in python**

Python allows us to nest any number of for loops inside a for loop. The inner loop is executed n number of times for every iteration of the outer loop. The syntax is given below.

Syntax:

for iterating\_var1 in sequence: #outer loop

for iterating\_var2 in sequence: #inner loop

#block of statements

#Other statements

Example- 1: Nested for loop

rows = int(input("Enter the rows:"))

for i in range(0,rows+1):

for j in range(i):

print("\*",end = '')

print()

Output:

Enter the rows:5

\*

\*\*

\*\*\*

\*\*\*\*

\*\*\*\*\*

Example-2 : without Nested for loop

rows = int(input("Enter the rows:"))

for i in range(1,rows+1):

print("\*"\*i)

Output:

Enter the rows:5

\*

\*\*

\*\*\*

\*\*\*\*

\*\*\*\*\*

**Using else statement with for loop**

Unlike other languages like C, C++, or Java, Python allows us to use the else statement with the for loop which can be executed only when all the iterations are exhausted. Here, we must notice that if the loop contains any of the break statement then the else statement will not be executed.

Example 1

for i in range(0,5):

print(i)

else:

print("for loop completely exhausted, since there is no break.")

Output:

0

1

2

3

4

for loop completely exhausted, since there is no break.

Example 2

for i in range(0,5):

print(i)

break;

else:print("for loop is exhausted");

print("The loop is broken due to break statement...came out of the loop")

Output:

0

The loop is broken due to break statement...came out of the loop

**Python While loop:**

The Python while loop allows a part of the code to be executed until the given condition returns false. It is also known as a pre-tested loop.

It can be viewed as a repeating if statement. When we don't know the number of iterations then the while loop is most effective to use.

Syntax:

while expression:

statements

Here, the statements can be a single statement or a group of statements. The expression should be any valid Python expression resulting in true or false. The true is any non-zero value and false is 0.

While loop Flowchart
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Example-1: Program to print 1 to 10 using while loop

i=1

while(i<=10):

print(i)

i=i+1

Output:

1

2

3

4

5

6

7

8

9

10

Example -2: Program to print table of given numbers.

i=1

number = int(input("Enter the number:"))

while i<=10:

print("%d X %d = %d \n"%(number,i,number\*i))

i = i+1

Output:

Enter the number:10

10 X 1 = 10

10 X 2 = 20

10 X 3 = 30

10 X 4 = 40

10 X 5 = 50

10 X 6 = 60

10 X 7 = 70

10 X 8 = 80

10 X 9 = 90

10 X 10 = 100

**Infinite while loop**

If the condition is given in the while loop never becomes false, then the while loop will never terminate, and it turns into the infinite while loop.

Any non-zero value in the while loop indicates an always-true condition, whereas zero indicates the always-false condition. This type of approach is useful if we want our program to run continuously in the loop without any disturbance.

Example 1

while (1):

print("Hi! we are inside the infinite while loop")

Output:

Hi! we are inside the infinite while loop

Hi! we are inside the infinite while loop

Example 2

var = 1

while(var != 2):

i = int(input("Enter the number:"))

print("Entered value is %d"%(i))

Output:

Enter the number:10

Entered value is 10

Enter the number:10

Entered value is 10

Enter the number:10

Entered value is 10

Infinite time

Example:

while (1):

print("------Menu-----")

print("1.Adddition")

print("2.Sub")

print("3.Mult")

print("4.Exit")

ch=int(input("Enter option:"))

if ch==1:

num1=int(input("Enter 1st val:"))

num2=int(input("Enter 1st val:"))

num3=num1+num2

print("result: ",num3)

elif ch==2:

num1=int(input("Enter 1st val:"))

num2=int(input("Enter 1st val:"))

num3=num1-num2

print("result: ",num3)

elif ch==3:

num1=int(input("Enter 1st val:"))

num2=int(input("Enter 1st val:"))

num3=num1\*num2

print("result: ",num3)

elif ch==4:

break

else:

print("Enter correct choice")

**Using else with while loop**

Python allows us to use the else statement with the while loop also. The else block is executed when the condition given in the while statement becomes false. Like for loop, if the while loop is broken using break statement, then the else block will not be executed, and the statement present after else block will be executed. The else statement is optional to use with the while loop.

Example 1

i=1

while(i<=5):

print(i)

i=i+1

else:

print("The while loop exhausted")

Example 2

i=1

while(i<=5):

print(i)

i=i+1

if(i==3):

break

else:

print("The while loop exhausted")

Output:

1

2

In the above code, when the break statement encountered, then while loop stopped its execution and skipped the else statement.

Example-3 Program to print Fibonacci numbers to given limit

terms = int(input("Enter the terms "))

# first two intial terms

a = 0

b = 1

count = 0

if (terms <= 0):

print("Please enter a valid integer")

elif (terms == 1):

print("Fibonacci sequence upto",limit,":")

print(a)

else:

print("Fibonacci sequence:")

while (count < terms) :

print(a, end = ' ')

c = a + b

a = b

b = c

count += 1

Output:

Enter the terms 10

Fibonacci sequence:

0 1 1 2 3 5 8 13 21 34

Example: Use while as do while

i=1

while (1):

print(i)

i=i+1

if i>5:

break

**Loop Control Statements:**

1. **break**
2. **continue**
3. **pass**

**Python break statement**

The break is a keyword in python which is used to bring the program control out of the loop. The break statement breaks the loops one by one, i.e., in the case of nested loops, it breaks the inner loop first and then proceeds to outer loops. In other words, we can say that break is used to abort the current execution of the program and the control goes to the next line after the loop.

The break is commonly used in the cases where we need to break the loop for a given condition.

The syntax of the break :

#loop statements

break;

Example 1

list =[1,2,3,4]

count = 1;

for i in list:

if i == 4:

print("item matched")

count = count + 1;

break

print("found at",count,"location");

Output:

item matched

found at 2 location

Example 2

str = "python"

for i in str:

if i == 'o':

break

print(i);

Output:

p

y

t

h

Example 3: break statement with while loop

i = 0;

while 1:

print(i," ",end=""),

i=i+1;

if i == 10:

break;

print("came out of while loop");

Output:

0 1 2 3 4 5 6 7 8 9 came out of while loop

Example 3

n=2

while 1:

i=1;

while i<=10:

print("%d X %d = %d\n"%(n,i,n\*i));

i = i+1;

choice = int(input("Do you want to continue printing the table, press 0 for no?"))

if choice == 0:

break;

n=n+1

Output:

2 X 1 = 2

2 X 2 = 4

2 X 3 = 6

2 X 4 = 8

2 X 5 = 10

2 X 6 = 12

2 X 7 = 14

2 X 8 = 16

2 X 9 = 18

2 X 10 = 20

Do you want to continue printing the table, press 0 for no?1

3 X 1 = 3

3 X 2 = 6

3 X 3 = 9

3 X 4 = 12

3 X 5 = 15

3 X 6 = 18

3 X 7 = 21

3 X 8 = 24

3 X 9 = 27

3 X 10 = 30

Do you want to continue printing the table, press 0 for no?0

**Python continue Statement**

The continue statement in Python is used to bring the program control to the beginning of the loop. The continue statement skips the remaining lines of code inside the loop and start with the next iteration. It is mainly used for a particular condition inside the loop so that we can skip some specific code for a particular condition. The continue statement in Python is used to bring the program control to the beginning of the loop. The continue statement skips the remaining lines of code inside the loop and start with the next iteration. It is mainly used for a particular condition inside the loop so that we can skip some specific code for a particular condition.

Syntax

#loop statements

continue

#the code to be skipped

Flow Diagram
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Example 1

i = 0

while(i < 10):

i = i+1

if(i == 5):

continue

print(i)

Output:

1

2

3

4

6

7

8

9

10

Example 2

str = "Python"

for i in str:

if(i == 't'):

continue

print(i)

Output:

P

Y

H

O

N

**Python Pass**

In Python, the pass keyword is used to execute nothing; it means, when we don't want to execute code, the pass can be used to execute empty. It is the same as the name refers to. It just makes the control to pass by without executing any code. If we want to bypass any code pass statement can be used.

It is beneficial when a statement is required syntactically, but we want we don't want to execute or execute it later. The difference between the comments and pass is that, comments are entirely ignored by the Python interpreter, where the pass statement is not ignored.

Suppose we have a loop, and we do not want to execute right this moment, but we will execute in the future. Here we can use the pass.

Example - Pass statement

# pass is just a placeholder we will add functionality later.

values = {'P', 'y', 't', 'h','o','n'}

for val in values:

pass

Example - 2:

for i in [1,2,3,4,5]:

if(i==4):

pass

print("This is pass block",i)

print(i)

Output:

1

2

3

This is pass block 4

4

5

**Note: We can create empty class or function using the pass statement.**

# Empty Function

def function\_name(args):

pass

#Empty Class

class Python:

pass

**Python String**

Python string is the collection of the characters surrounded by single quotes, double quotes, or triple quotes. The computer does not understand the characters; internally, it stores manipulated character as the combination of the 0's and 1's.

Each character is encoded in the ASCII or Unicode character. So we can say that Python strings are also called the collection of Unicode characters.

In Python, strings can be created by enclosing the character or the sequence of characters in the quotes. Python allows us to use single quotes, double quotes, or triple quotes to create the string.

Syntax:

str = "Hi Python !"

Here, if we check the type of the variable str using a Python script print(type(str)), then it will print a string (str).

In Python, strings are treated as the sequence of characters, which means that Python doesn't support the character data-type; instead, a single character written as 'p' is treated as the string of length 1.

**Creating String in Python**

We can create a string by enclosing the characters in single-quotes or double- quotes. Python also provides triple-quotes to represent the string, but it is generally used for multiline string or docstrings.

#Using single quotes

str1 = 'Hello Python'

print(str1)

#Using double quotes

str2 = "Hello Python"

print(str2)

#Using triple quotes

str3 = '''''Triple quotes are generally used for

represent the multiline or

docstring”””

print(str3)

Output:

Hello Python

Hello Python

Triple quotes are generally used for

represent the multiline or

docstring

**Strings indexing and splitting**

Like other languages, the indexing of the Python strings starts from 0. For example, The string "HELLO" is indexed as given in the below figure.
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Example:

string1='test data1'

string2="test data2"

string3='''test \

data3'''

string4="""test

data4"""

print(string1)

print(string2)

print(string3)

print(string4)

print(string1[0])

print(string1[5])

print(string1[-1])

for i in range(-1,-11,-1):

print(string1[i])

Example:

str = "HELLO"

print(str[0])

print(str[1])

print(str[2])

print(str[3])

print(str[4])

# It returns the IndexError because 6th index doesn't exist

print(str[6])

Output:

H

E

L

L

O

IndexError: string index out of range

As shown in Python, the slice operator [] is used to access the individual characters of the string. However, we can use the : (colon) operator in Python to access the substring from the given string.
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We can do the negative slicing in the string; it starts from the rightmost character, which is indicated as -1. The second rightmost index indicates -2, and so on. Consider the following image.
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**Reassigning Strings**

Updating the content of the strings is as easy as assigning it to a new string. The string object doesn't support item assignment i.e., A string can only be replaced with new string since its content cannot be partially replaced. **Strings are immutable in Python.**

Example 1

str = "HELLO"

str[0] = "h"

print(str)

Output:

Traceback (most recent call last):

File "12.py", line 2, in <module>

str[0] = "h";

TypeError: 'str' object does not support item assignment

However, in example 2, the string str can be assigned completely to a new content as specified in the following example.

Example 2

str = "HELLO"

print(str)

str = "hello"

print(str)

Output:

HELLO

hello

**Deleting the String**

As we know that strings are immutable. We cannot delete or remove the characters from the string. But we can delete the entire string using the del keyword.

str = "Python"

del str[1]

Output:

TypeError: 'str' object doesn't support item deletion

Now we are deleting entire string.

str1 = "Python"

del str1

print(str1)

Output:

NameError: name 'str1' is not defined

**String Operators**

|  |  |
| --- | --- |
| **Operator** | **Description** |
| + | It is known as **concatenation operator** used to join the strings given either side of the operator. |
| \* | It is known as **repetition operator**. It concatenates the multiple copies of the same string. |
| [] | It is known as **slice operator**. It is used to access the sub-strings of a particular string. |
| [:] | It is known as **range slice operator**. It is used to access the characters from the specified range. |
| in | It is known as **membership operator**. It returns if a particular sub-string is present in the specified string. |
| not in | It is also a **membership operator** and does the exact reverse of in. It returns true if a particular substring is not present in the specified string. |
| r/R | It is used to specify the **raw string**. Raw strings are used in the cases where we need to print the actual meaning of escape characters such as "C://python". To define any string as a raw string, the character r or R is followed by the string. |
| % | It is used to perform string formatting. It makes use of the format specifiers used in C programming like %d or %f to map their values in python. We will discuss how formatting is done in python. |

**Example**

Consider the following example to understand the real use of Python operators.

str = "Hello"

str1 = " world"

print(str\*3) # prints HelloHelloHello

print(str+str1) # prints Hello world

print(str[4]) # prints o

print(str[2:4]); # prints ll

print('w' in str) # prints false as w is not present in str

print('wo' not in str1) # prints false as wo is present in str1.

print(r'C:\\python') # prints C:\\python as it is written

print("The string str : %s"%(str)) # prints The string str : Hello

Output:

HelloHelloHello

Hello world

o

ll

False

False

C:\\python

The string str : Hello

Example:

string1='test data1'

string2="test data2"

string3='''test \

data3'''

num=5

print("The string str : %s and value of num=%d %s"%(string1,num,string2))

print("The string str : ",string1,"and value of num=",num)

print(f"The string str : {string1} and value of num={num} {string2}")

Output:

The string str : test data1 and value of num=5 test data2

The string str : test data1 and value of num= 5

The string str : test data1 and value of num=5 test data2

**Python String Formatting**

**Escape Sequence**

Let's suppose we need to write the text as - They said, "Hello what's going on?"- the given statement can be written in single quotes or double quotes but it will raise the SyntaxError as it contains both single and double-quotes.

**Example**

Consider the following example to understand the real use of Python operators.

str = "They said, "Hello what's going on?""

print(str)

Output:

SyntaxError: invalid syntax

We can use the triple quotes to accomplish this problem but Python provides the escape sequence.

The backslash(\) symbol denotes the escape sequence. The backslash can be followed by a special character and it interpreted differently. The single quotes inside the string must be escaped. We can apply the same as in the double quotes.

**Example -**

# using triple quotes

print('''''They said, "What's there?"''')

# escaping single quotes

print('They said, "What\'s going on?"')

# escaping double quotes

print("They said, \"What's going on?\"")

Output:

They said, "What's there?"

They said, "What's going on?"

They said, "What's going on?"

**The list of an escape sequence is given below:**

|  |  |  |  |
| --- | --- | --- | --- |
| **Sr.** | **Escape Sequence** | **Description** | **Example** |
| 1. | \ | It ignores the new line. | print("Python1 \  Python2 \  Python3")  Output:  Python1 Python2 Python3 |
| 2. | \\ | Backslash | print("\\")  Output:  \ |
| 3. | \' | Single Quotes | print('\'')  Output:  ' |
| 4. | \'' | Double Quotes | print("\"")  Output:  " |
| 5. | \a | ASCII Bell | print("\a") |
| 6. | \b | ASCII Backspace(BS) | print("Hello\bWorld")  Output:  Hello World |
| 8. | \n | ASCII Linefeed | print("Hello \n World!")  Output:  Hello  World! |
| 9. | \r | ASCII Carriege Return(CR) | print("Hello \r World!")  Output:  World! |
| 10. | \t | ASCII Horizontal Tab | print("Hello \t World!")  Output:  Hello World! |
| 11. | \v | ASCII Vertical Tab | print("Hello \v World!")  Output:  Hello  World! |
| 12. | \ooo | Character with octal value | print("\110\145\154\154\157")  Output:  Hello |
| 13 | \xHH | Character with hex value. | print("\x48\x65\x6c\x6c\x6f")  Output:  Hello |

**Example:**

print("C:\\Users\\DEVANSH SHARMA\\Python32\\Lib")

print("This is the \n multiline quotes")

print("This is \x48\x45\x58 representation")

Output:

C:\Users\DEVANSH SHARMA\Python32\Lib

This is the

multiline quotes

This is HEX representation

**We can ignore the escape sequence from the given string by using the raw string. We can do this by writing r or R in front of the string.**

Example:

print(r"C:\\Users\\test\\Python")

Output:

C:\\Users\\test\\Python

**The format() method**

The format() method is the most flexible and useful method in formatting strings. **The curly braces {} are used as the placeholder in the string and replaced by the format() method argument**.

Example:

print("{} and {} both are the best friend".format("Devansh","Abhishek"))

print("{1} and {0} best players ".format("Virat","Rohit"))

#Keyword Argument

print("{a},{b},{c}".format(a = "James", b = "Peter", c = "Ricky"))

Output:

Devansh and Abhishek both are the best friend

Rohit and Virat best players

James,Peter,Ricky

**Python String Formatting Using % Operator**

Python allows us to use the format specifiers used in C's printf statement. The format specifiers in Python are treated in the same way as they are treated in C. However, Python provides an additional operator %, which is used as an interface between the format specifiers and their values. In other words, we can say that it binds the format specifiers to the values.

Example:

Integer = 10;

Float = 1.290

String = "Devansh"

print("Hi I am Integer ... My value is %d\nHi I am float ... My value is %f\nHi I am string ... My value is %s"%(Integer,Float,String))

Output:

Hi I am Integer ... My value is 10

Hi I am float ... My value is 1.290000

Hi I am string ... My value is Devansh

**Python String functions**

**Python provides various in-built functions that are used for string handling. Many String functions**

|  |  |
| --- | --- |
| Method | Description |
| capitalize() | It capitalizes the first character of the String.  string="test data"  string.capitalize()  print(string.capitalize())  output: Test data |
| casefold() | It returns a version of s suitable for case-less comparisons.  string="TeSt Data"  print(string.casefold())  Output: test data |
| center(width ,fillchar) | It returns a space padded string with the original string centred with equal number of left and right spaces.  string="TeSt Data"  print(string.center(20 ,'\*'))  Output: \*\*\*\*\*TeSt Data\*\*\*\*\*\* |
| count(string,begin,end) | It counts the number of occurrences of a substring in a String between begin and end index. string="TeSt Data"  print(string.center(20 ,'\*'))  string="teSt Date"  print(string.count('te',0,10))  Output: 2 |
| endswith(suffix ,begin=0,end=len(string)) | It returns a Boolean value if the string terminates with given suffix between begin and end. |
| find(substring ,beginIndex, endIndex) | It returns the index value of the string where substring is found between begin index and end index. |
| format(value) | It returns a formatted version of S, using the passed value.  str = "Java"  str2 = "C#"  str3 = "{} and {} both are programming languages".format(str,str2)  print(str3) |
| index(subsring, beginIndex, endIndex) | It throws an exception if string is not found. It works same as find() method. |
| isalnum() | It returns true if the characters in the string are alphanumeric i.e., alphabets or numbers and there is at least 1 character. Otherwise, it returns false. |
| isalpha() | It returns true if all the characters are alphabets and there is at least one character, otherwise False. |
| isdecimal() | It returns true if all the characters of the string are decimals.  str = "123" # True  str3 = "2.50" # False  str2 = str.isdecimal()  str4 = str3.isdecimal()  print(str2)  print(str4)  Output:  True  False |
| isdigit() | It returns true if all the characters are digits and there is at least one character, otherwise False.  str = "12345"  str3 = "120-2569-854"  str2 = str.isdigit()  str4 = str3.isdigit()  print(str2)  print(str4)  Output:  True  False  c = '\u00B2'  print( c.isdecimal())  print( c.isdigit())  Output:  False  True |
| isnumeric() | It returns true if the string contains only numeric characters.  >>> c = '\u00BD' # ½  >>> c.isdecimal()  False  >>> c.isdigit()  False  >>> c.isnumeric()  True |
| isidentifier() | It returns true if the string is the valid identifier. |
| islower() | It returns true if the characters of a string are in lower case, otherwise false. |
| isupper() | It returns false if characters of a string are in Upper case, otherwise False. |
| isspace() | It returns true if the characters of a string are white-space, otherwise false. |
| istitle() | It returns true if the string is titled properly and false otherwise. A title string is the one in which the first character is upper-case whereas the other characters are lower-case. |
| join(seq) | It merges the strings representation of the given sequence.  str = "->" # string  list = {'Java','C#','Python'} # iterable  str2 = str.join(list)  print(str2)  Output: Java->Python->C# |
| len(string) | It returns the length of a string. |
| ljust(width[,fillchar]) rjust(width[,fillchar]) | It returns the space padded strings with the original string left justified to the given width. |
| lower()  upper() | To convert all characters are in small case. Ex: str.lower() |
| lstrip([char])  rstrip([char]) | It removes all leading whitespaces of a string and can also be used to remove particular character from leading. |

**Python List**

A list in Python is used to store the sequence of various types of data. Python lists are **mutable type** its mean we can modify its element after it created. However, Python consists of six data-types that are capable to store the sequences, but the most common and reliable type is the list.

A list can be defined as a collection of values or items of different types. The items in the list are separated with the comma (,) and enclosed with the square brackets [].

A list can be define as below

L1 = ["John", 102, "USA"]

L2 = [1, 2, 3, 4, 5, 6]

If we try to print the type of L1, L2, and L3 using type() function then it will come out to be a list.

print(type(L1))

print(type(L2))

Output:

<class 'list'>

<class 'list'>

**Characteristics of Lists**

* The lists are ordered.
* The element of the list can access by index.
* The lists are mutable types.
* A list can store the number of various elements.

**Lists are the ordered.**

a = [1,2,"Peter",4.50,"Ricky",5,6]

b = [1,2,5,"Peter",4.50,"Ricky",6]

print(a ==b)

Output:

False

Both lists have consisted of the same elements, but the second list changed the index position of the 5th element that violates the order of lists. When compare both lists it returns the false.

Lists maintain the order of the element for the lifetime. That's why it is the ordered collection of objects.

a = [1, 2,"Peter", 4.50,"Ricky",5, 6]

b = [1, 2,"Peter", 4.50,"Ricky",5, 6]

print(a == b)

Output:

True

Example:

emp = ["John", 102, "USA"]

Dep1 = ["CS",10]

Dep2 = ["IT",11]

HOD\_CS = [10,"Mr. Holding"]

HOD\_IT = [11, "Mr. Bewon"]

print("printing employee data...")

print("Name : %s, ID: %d, Country: %s"%(emp[0],emp[1],emp[2]))

print("printing departments...")

print("Department 1:\nName: %s, ID: %d\nDepartment 2:\nName: %s, ID: %s"%(Dep1[0],Dep2[1],Dep2[0],Dep2[1]))

print("HOD Details ....")

print("CS HOD Name: %s, Id: %d"%(HOD\_CS[1],HOD\_CS[0]))

print("IT HOD Name: %s, Id: %d"%(HOD\_IT[1],HOD\_IT[0]))

print(type(emp),type(Dep1),type(Dep2),type(HOD\_CS),type(HOD\_IT))

Output:

printing employee data...

Name : John, ID: 102, Country: USA

printing departments...

Department 1:

Name: CS, ID: 11

Department 2:

Name: IT, ID: 11

HOD Details ....

CS HOD Name: Mr. Holding, Id: 10

IT HOD Name: Mr. Bewon, Id: 11

<class 'list'> <class 'list'> <class 'list'> <class 'list'> <class 'list'>

**List indexing and splitting**

The indexing is processed in the same way as it happens with the strings. The elements of the list can be accessed by using the slice operator [].

The index starts from 0 and goes to length - 1. The first element of the list is stored at the 0th index, the second element of the list is stored at the 1st index, and so on.
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**We can get the sub-list of the list using the following syntax**

**list\_varible[start:stop:step]**

The start denotes the starting index position of the list.

The stop denotes the last index position of the list.

The step is used to skip the nth element within a start:stop

Example:

list = [1,2,3,4,5,6,7]

print(list[0])

print(list[1])

print(list[2])

print(list[3])

print(list[0:6])

print(list[:])

print(list[2:5])

print(list[1:6:2])

Output:

1

2

3

4

[1, 2, 3, 4, 5, 6]

[1, 2, 3, 4, 5, 6, 7]

[3, 4, 5]

[2, 4, 6]

Unlike other languages, Python provides the flexibility to use the negative indexing also. The negative indices are counted from the right. The last element (rightmost) of the list has the index -1; its adjacent left element is present at the index -2 and so on until the left-most elements are encountered.
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Example:

list = [1,2,3,4,5]

print(list[-1])

print(list[-3:])

print(list[:-1])

print(list[-3:-1])

Output:

5

[3, 4, 5]

[1, 2, 3, 4]

[3, 4]

**Iterating a List**

A list can be iterated by using a for - in loop. A simple list containing four strings, which can be iterated as follows.

Example:

list = ["John", "David", "James", "Jonathan"]

for i in list:

# The i variable will iterate over the elements of the List and contains each element in each iteration.

print(i)

Output:

John

David

James

Jonathan

**Updating List values**

Lists are the most versatile data structures in Python since they are mutable, and their values can be updated by using the slice and assignment operator.

Example:

list = [1, 2, 3, 4, 5, 6]

print(list)

list[2] = 10

print(list)

# Adding multiple-element

list[1:3] = [89, 78]

print(list)

# It will add value at the end of the list

list[-1] = 25

print(list)

Output:

[1, 2, 3, 4, 5, 6]

[1, 2, 10, 4, 5, 6]

[1, 89, 78, 4, 5, 6]

[1, 89, 78, 4, 5, 25]

**Adding elements to the list using append and insert method:**

Python provides append() function which is used to add an element to the list. However, the **append() function can only add value to the end of the list**.

Example:

#Declaring the empty list

l =[]

n = int(input("Enter the number of elements in the list:"))

for i in range(0,n):

**l.append(input("Enter the item:"))**

print("printing the list items..")

for i in l:

print(i, end = " ")

Output:

Enter the number of elements in the list:5

Enter the item:25

Enter the item:46

Enter the item:12

Enter the item:75

Enter the item:42

printing the list items

25 46 12 75 42

Example:

listtest=[12,"Rishabh",99.8]

**listtest.append("Kisalaya is a good boy")**

print(listtest)

**listtest.insert(2," Rishabh is a good boy")**

print(listtest)

Output:

[12, 'Rishabh', 99.8, 'Kisalaya is a good boy']

[12, 'Rishabh', 'Rishabh is a good boy', 99.8, 'Kisalaya is a good boy']

**Deleting/Removing elements from list:**

The list elements can also be deleted by **using the del keyword**. Python also provides us the **remove() method** to delete the element.

Note: **del can delete one or more elements using index number. Remove method take value(only one) as input to delete element.**

Example:

list = [1, 2, 3, 4, 5, 6]

print(list)

del list[2]

print(list)

del list[1:3]

print(list)

del list[-1]

print(list)

Output:

[1, 2, 3, 4, 5, 6]

[1, 2, 4, 5, 6]

[1, 5, 6]

[1, 5]

**Removing elements using from the list**

Python provides the remove() function which is used to remove the element from the list.

Example -

list = [0,1,2,3,4]

print("printing original list: ");

for i in list:

print(i,end=" ")

list.remove(2)

print("\nprinting the list after the removal of first element...")

for i in list:

print(i,end=" ")

Output:

printing original list:

0 1 2 3 4

printing the list after the removal of first element...

0 1 3 4

Example:

listtest=[12,"Rishabh",99.8]

listtest.append("Kishlay is a good boy")

print(listtest)

listtest.insert(2,"Rishav is a good boy")

print(listtest)

listtest.remove(12)

print(listtest)

del listtest[0]

print(listtest)

Output:

[12, 'Rishabh', 99.8, 'Kishlay is a good boy']

[12, 'Rishabh', 'Rishav is a good boy', 99.8, 'Kishlay is a good boy']

['Rishabh', 'Rishav is a good boy', 99.8, 'Kishlay is a good boy']

['Rishav is a good boy', 99.8, 'Kishlay is a good boy']

**Remove all elements from list:**

We can use **clear()** method to remove all elements from list.

Example:

list = ["Python","abc"]

list.clear()

print(list)

Output:

[]

**Python List Operations**

The concatenation (+) and repetition (\*) operators work in the same way as they were working with the strings.

Consider a Lists l1 = [1, 2, 3, 4], and l2 = [5, 6, 7, 8] to perform operation.

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| Repetition | The repetition operator enables the list elements to be repeated multiple times. | L1\*2 = [1, 2, 3, 4, 1, 2, 3, 4] |
| Concatenation | It concatenates the list mentioned on either side of the operator. | l1+l2 = [1, 2, 3, 4, 5, 6, 7, 8] |
| Membership | It returns true if a particular item exists in a particular list otherwise false. | print(2 in l1) prints True. |
| Iteration | The for loop is used to iterate over the list elements. | for i in l1:  print(i,end=” “)  Output  1 2 3 4 |
| Length | It is used to get the length of the list | len(l1) = 4 |

**Python List Built-in functions**

Python provides the following built-in functions, which can be used with the lists.

|  |  |  |  |
| --- | --- | --- | --- |
| **SN** | **Function** | **Description** | **Example** |
| 1 | len(list) | It is used to calculate the length of the list. | L1 = [1,2,3,4,5,6,7,8]  print(len(L1))  8 |
| 2 | max(list) | It returns the maximum element of the list. | L1 = [12,34,26,48,72]  print(max(L1))  72 |
| 3 | min(list) | It returns the minimum element of the list. | L1 = [12,34,26,48,72]  print(min(L1))  12 |
| 4 | list(seq) | It converts any sequence to the list. | str = "Johnson"  s = list(str)  print(type(s))  <class list> |

Example: 1- Write the program to remove the duplicate element of the list.

list1 = [1,2,2,3,55,98,65,65,13,29]

list2 = []

for i in list1:

if i not in list2:

list2.append(i)

print(list2)

Output:

[1, 2, 3, 55, 98, 65, 13, 29]

Example:2- Write a program to find the sum of the element in the list.

list1 = [3,4,5,9,10,12,24]

sum = 0

for i in list1:

sum = sum+i

print("The sum is:",sum)

Output:

The sum is: 67

Example: 3- Write the program to find the lists consist of at least one common element.

list1 = [1,2,3,4,5,6]

list2 = [7,8,9,2,10]

for x in list1:

for y in list2:

if x == y:

print("The common element is:",x)

Output:

The common element is: 2

**Python Tuple**

Python Tuple is used to store the sequence of **immutable** Python objects. The tuple is similar to lists since the value of the items stored in the list can be changed, whereas the **tuple is immutable, and the value of the items stored in the tuple cannot be changed.**

**Creating a tuple**

A tuple can be written as the collection of comma-separated (,) values enclosed with the small () brackets. The **parentheses are optional but it is good practice to use**. A tuple can be defined as follows.

T1 = (101, "Peter", 22)

T2 = ("Apple", "Banana", "Orange")

T3 = 10,20,30,40,50

print(type(T1))

print(type(T2))

print(type(T3))

Output:

<class 'tuple'>

<class 'tuple'>

<class 'tuple'>

**An empty tuple can be created as follows.**

T4 = ()

**Creating a tuple with single element is slightly different. We will need to put comma after the element to declare the tuple.**

tup1 = ("Python")

print(type(tup1))

#Creating a tuple with single element

tup2 = ("Python",)

print(type(tup2))

Output:

<class 'str'>

<class 'tuple'>

**A tuple is indexed in the same way as the lists.** The items in the tuple can be accessed by using their specific index value.

Example -

tuple1 = (10, 20, 30, 40, 50, 60)

print(tuple1)

count = 0

for i in tuple1:

print("tuple1[%d] = %d"%(count, i))

count = count+1

Output:

(10, 20, 30, 40, 50, 60)

tuple1[0] = 10

tuple1[1] = 20

tuple1[2] = 30

tuple1[3] = 40

tuple1[4] = 50

tuple1[5] = 60

**Accept elements of tuple from user:**

Example -

tuple1 = tuple(input("Enter the tuple elements ..."))

print(tuple1)

count = 0

for i in tuple1:

print("tuple1[%d] = %s"%(count, i))

count = count+1

Output:

Enter the tuple elements ...123456

('1', '2', '3', '4', '5', '6')

tuple1[0] = 1

tuple1[1] = 2

tuple1[2] = 3

tuple1[3] = 4

tuple1[4] = 5

tuple1[5] = 6

**Tuple indexing and slicing**

The indexing and slicing in the tuple are similar to lists. The indexing in the tuple starts from 0 and goes to length(tuple) - 1.

The items in the tuple can be accessed by using the index [] operator. Python also allows us to use the colon operator to access multiple items in the tuple.

![Python Tuple](data:image/png;base64,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)

Example:

tup = (1,2,3,4,5,6,7)

print(tup[0])

print(tup[1])

print(tup[2])

# It will give the IndexError

print(tup[8])

Output:

1

2

3

tuple index out of range

In the above code, the tuple has 7 elements which denote 0 to 6. We tried to access an element outside of tuple that raised an IndexError.

**Example:**

tuple = (1,2,3,4,5,6,7)

#element 1 to end

print(tuple[1:])

#element 0 to 3 element

print(tuple[:4])

#element 1 to 4 element

print(tuple[1:5])

# element 0 to 6 and take step of 2

print(tuple[0:6:2])

Output:

(2, 3, 4, 5, 6, 7)

(1, 2, 3, 4)

(1, 2, 3, 4)

(1, 3, 5)

**Negative Indexing**

The tuple element can also access by using negative indexing. The index of -1 denotes the rightmost element and -2 to the second last item and so on.

The elements from left to right are traversed using the negative indexing.

Example:

tuple1 = (1, 2, 3, 4, 5)

print(tuple1[-1])

print(tuple1[-4])

print(tuple1[-3:-1])

print(tuple1[:-1])

print(tuple1[-2:])

Output:

5

2

(3, 4)

(1, 2, 3, 4)

(4, 5)

**Deleting Tuple**

Unlike lists, the **tuple items cannot be deleted by using the del keyword** **as tuples are immutable**. To delete an entire tuple, we can use the del keyword with the tuple name.

Example:

tuple1 = (1, 2, 3, 4, 5, 6)

print(tuple1)

del tuple1[0]

print(tuple1)

del tuple1

print(tuple1)

Output:

(1, 2, 3, 4, 5, 6)

Traceback (most recent call last):

File "tuple.py", line 4, in <module>

print(tuple1)

NameError: name 'tuple1' is not defined

**Basic Tuple operations**

The operators like concatenation (+), repetition (\*), Membership (in) works in the same way as they work with the list.

Let's say Tuple t = (1, 2, 3, 4, 5) and Tuple t1 = (6, 7, 8, 9) are declared.

|  |  |  |
| --- | --- | --- |
| Operator | Description | Example |
| Repetition | The repetition operator enables the tuple elements to be repeated multiple times. | T1\*2 = (1, 2, 3, 4, 5, 1, 2, 3, 4, 5) |
| Concatenation | It concatenates the tuple mentioned on either side of the operator. | T1+T2 = (1, 2, 3, 4, 5, 6, 7, 8, 9) |
| Membership | It returns true if a particular item exists in the tuple otherwise false | print (2 in T1) prints True. |
| Iteration | The for loop is used to iterate over the tuple elements. | for i in T1:  print(i,end=” “)  Output  1 2 3 4 5 |
| Length | It is used to get the length of the tuple. | len(T1) = 5 |

**Python Tuple built-in functions:**

|  |  |  |
| --- | --- | --- |
| SN | Function | Description |
| 1 | len(tuple) | It calculates the length of the tuple. |
| 2 | max(tuple) | It returns the maximum element of the tuple |
| 3 | min(tuple) | It returns the minimum element of the tuple. |
|  |  |  |
| 4 | tuple(seq) | It converts the specified sequence to the tuple. |

**Where use tuple?**

Using tuple instead of list is used in the following scenario.

* Using tuple instead of list gives us a clear idea that tuple data is constant and must not be changed.
* Tuple can simulate a dictionary without keys. Consider the following nested structure, which can be used as a dictionary.

**List vs. Tuple**

|  |  |  |
| --- | --- | --- |
| SN | List | Tuple |
| 1 | The literal syntax of list is shown by the []. | The literal syntax of the tuple is shown by the (). |
| 2 | The List is mutable. | The tuple is immutable. |
| 3 | The List has a variable length. | The tuple has the fixed length. |
| 4 | The list provides more functionality than a tuple. | The tuple provides less functionality than the list. |
| 5 | The list is used in the scenario in which we need to store the simple collections with no constraints where the value of the items can be changed. | The tuple is used in the cases where we need to store the read-only collections i.e., the value of the items cannot be changed. It can be used as the key inside the dictionary. |
| 6 | The lists are less memory efficient than a tuple. | The tuples are more memory efficient because of its immutability. |

**Main differences in the following points:**

**Representation Differences**

The representation of the Lists and tuple is marginally different. List are commonly enclosed with the square bracket [], and elements are comma-separated element. Tuples are enclosed with parenthesis (), and elements are separated by the comma. The parenthesis is optional to use, and these types of tuples are called tuple packing.

Example:

list1 = ['Python', 1, 2, 54.30, {'Name: ''Peter'}]

print(type(list))

tuple1 = ('Python',5,8,31.9,[1,2,3])

print(type(tuple1))

Output:

<class 'list'>

<class 'tuple'>

**Mutable Lists and Immutable Tuples**

It is the most important difference between list and tuple whereas lists are mutable, and tuples are immutable. The lists are mutable which means the Python object can be modified after creation, whereas tuples can't be modified after creation.

Example:

a = ["Peter","Joseph","Mathew","Ricky"]

print(a)

Output:

['Peter', 'Joseph', 'Mathew', 'Ricky']

Now we are changing 0th index element "Peter" to "Samson".

a[0] = "Samson"

print(a)

Output:

['Samson', 'Joseph', 'Mathew', 'Ricky']

Now we create a tuple and do the same thing.

a = (10,20,"Python",30,40)

print(a)

Output:

(10, 20, 'Python', 30, 40)

a[0] = 50

Output:

TypeError Traceback (most recent call last)

<ipython-input-5-52b2981fae12> in <module>

----> 1 a[0] = 50

TypeError: 'tuple' object does not support item assignment

**Debugging**

The tuples are easy to debug in a big project because of its immutability. If we have a small project or less number of data, then lists play an effective role.

Example:

a = [6,9,4,3,7,0,1]

# Copying address of a in b

b = a

a[3] = "Python"

print(a)

Output:

[6, 9, 4, 'Python', 7, 0, 1]

In the above code, we did b = a; here we are not copying the list object from b to a. The b referred to the address of the list a. It means if we make the change in the b then that will reflect the same as in list a, and it makes debugging easy. But it is hard for the significant project where Python objects may have multiple references.

It will be very complicated to track those changes in lists but immutable object tuple can't change after created.

So tuples are easy to debug.

**Functions Support**

The tuples support less operation than the list. The inbuilt dir(object) is used to get all the supported functions for the list and tuple.

**List Functions**

dir(list)

Output:

['\_\_add\_\_', '\_\_class\_\_', '\_\_contains\_\_', '\_\_delattr\_\_', '\_\_delitem\_\_', '\_\_dir\_\_', '\_\_doc\_\_', '\_\_eq\_\_', '\_\_format\_\_', '\_\_ge\_\_', '\_\_getattribute\_\_', '\_\_getitem\_\_', '\_\_gt\_\_', '\_\_hash\_\_', '\_\_iadd\_\_', '\_\_imul\_\_', '\_\_init\_\_', '\_\_init\_subclass\_\_', '\_\_iter\_\_', '\_\_le\_\_', '\_\_len\_\_', '\_\_lt\_\_', '\_\_mul\_\_', '\_\_ne\_\_', '\_\_new\_\_', '\_\_reduce\_\_', '\_\_reduce\_ex\_\_', '\_\_repr\_\_', '\_\_reversed\_\_', '\_\_rmul\_\_', '\_\_setattr\_\_', '\_\_setitem\_\_', '\_\_sizeof\_\_', '\_\_str\_\_', '\_\_subclasshook\_\_', 'append', 'clear', 'copy', 'count', 'extend', 'index', 'insert', 'pop', 'remove', 'reverse', 'sort']

**Tuple Functions**

dir(tuple)

Output:

['\_\_add\_\_', '\_\_class\_\_', '\_\_contains\_\_', '\_\_delattr\_\_', '\_\_dir\_\_', '\_\_doc\_\_', '\_\_eq\_\_', '\_\_format\_\_', '\_\_ge\_\_', '\_\_getattribute\_\_', '\_\_getitem\_\_', '\_\_getnewargs\_\_', '\_\_gt\_\_', '\_\_hash\_\_', '\_\_init\_\_', '\_\_init\_subclass\_\_', '\_\_iter\_\_', '\_\_le\_\_', '\_\_len\_\_', '\_\_lt\_\_', '\_\_mul\_\_', '\_\_ne\_\_', '\_\_new\_\_', '\_\_reduce\_\_', '\_\_reduce\_ex\_\_', '\_\_repr\_\_', '\_\_rmul\_\_', '\_\_setattr\_\_', '\_\_sizeof\_\_', '\_\_str\_\_', '\_\_subclasshook\_\_', 'count', 'index']

**Memory Efficient**

The tuples are more memory efficient than the list because tuple has less built-in operations. Lists are suitable for the fewer elements whereas tuples are a bit faster than the list for the huge amount of data.

Example:

Tuple = (1,2,3,4,5,6,7,8,9,0,5485,87525,955,3343,53234,6423,623456,234535)

List = [1,2,3,4,5,6,7,8,9,0,78,34,43,32,43,55,54,212,642,533,43434,54532 ]

print('Tuple size =', Tuple.\_\_sizeof\_\_()) # Tuple size = 52

print('List size =', List.\_\_sizeof\_\_())

Output:

Tuple size = 168

List size = 216

**Python Set**

A Python set is the **collection of the unordered items**. Each element in the **set must be unique, mutable**, and the **sets remove the duplicate elements**. Sets are mutable which means we can modify it after its creation.

Unlike other collections in Python, there is **no index attached to the elements of the set**, i.e., we cannot directly access any element of the set by the index. However, we can print them all together, or we can get the list of elements by looping through the set.

**Creating a set**

The set can be created by enclosing the comma-separated immutable items with the curly braces {}. Python also provides the set() method, which can be used to create the set by the passed sequence.

Example 1: Using curly braces

Days = {"Monday", "Tuesday", "Wednesday", "Thursday", "Friday", "Saturday", "Sunday"}

print(Days)

print(type(Days))

print("looping through the set elements :")

for i in Days:

print(i)

Output:

{'Friday', 'Tuesday', 'Monday', 'Saturday', 'Thursday', 'Sunday', 'Wednesday'}

<class 'set'>

looping through the set elements ...

Friday

Tuesday

Monday

Saturday

Thursday

Sunday

Wednesday

Example 2: Using set() method

Days = set(["Monday", "Tuesday", "Wednesday", "Thursday", "Friday", "Saturday", "Sunday"])

print(Days)

print(type(Days))

print("looping through the set elements ... ")

for i in Days:

print(i)

Output:

{'Friday', 'Wednesday', 'Thursday', 'Saturday', 'Monday', 'Tuesday', 'Sunday'}

<class 'set'>

looping through the set elements ...

Friday

Wednesday

Thursday

Saturday

Monday

Tuesday

Sunday

**Note: It can contain any type of element such as integer, float, tuple etc.** **But mutable elements (list, dictionary, set) can't be a member of set**.

# Creating a set which have immutable elements

set1 = {1,2,3, "Python", 20.5, 14}

print(type(set1))

#Creating a set which have mutable element

set2 = {1,2,3,["Python",4]}

print(type(set2))

Output:

<class 'set'>

Traceback (most recent call last)

<ipython-input-5-9605bb6fbc68> in <module>

4

5 #Creating a set which holds mutable elements

----> 6 set2 = {1,2,3,[" Python",4]}

7 print(type(set2))

TypeError: unhashable type: 'list'

In the above code, we have created two sets, the set set1 have immutable elements and set2 have one mutable element as a list. While checking the type of set2, it raised an error, which means set can contain only immutable elements.

**Empty set:**

**Creating an empty set is a bit different because empty curly {} braces are also used to create a dictionary as well. So Python provides the set() method used without an argument to create an empty set.**

# Empty curly braces will create dictionary

set3 = {}

print(type(set3))

# Empty set using set() function

set4 = set()

print(type(set4))

Output:

<class 'dict'>

<class 'set'>

**Let's see what happened if we provide the duplicate element to the set.**

set5 = {1,2,4,4,5,8,9,9,10}

print("Return set with unique elements:",set5)

Output:

Return set with unique elements: {1, 2, 4, 5, 8, 9, 10}

In the above code, we can see that set5 consisted of multiple duplicate elements when we printed it remove the duplicity from the set.

**Adding items to the set**

Python provides the add() method and update() method which can be used to add some particular item to the set. The **add() method is used to add a single** element whereas the **update() method is used to add multiple elements to the set**.

**add() Method**

Python add() method adds new element to the set. It takes a parameter, the element to add. It returns None to the caller.

Syntax: add(elem)

Parameters: elem: element to be added.

Return: It returns None.

Example 1: A simple example to add a new element in the set. It returns a modified set.

set = {1,2,3}

print(set)

set.add(4)

print("After adding new element: \n",set)

Output:

{1, 2, 3}

After adding new element:

{1, 2, 3, 4}

Example 2: Adding an element which already exist will not modifiy the set. Set does not store duplicate elements.

set = {1,2,3}

print(set)

set.add(2)

print("After adding new element: \n",set)

Output:

{1, 2, 3}

After adding new element:

{1, 2, 3}

Example 3: Set also allows to store other data structures like tuple, list etc.

set = {1,2,3}

print(set)

tup = (4,5)

set.add(tup)

print("After adding new element: \n",set)

tup1 = (2,3,4)

set.add(tup1)

print("After adding tuple: \n",set)

Output:

{1, 2, 3}

After adding new element:

{(4, 5), 1, 2, 3}

After adding tuple:

{1, 2, 3, (4, 5), (2, 3, 4)}

Example: 1 - Using add() method

Months = set(["January","February", "March", "April", "May", "June"])

print("\nprinting the original set ... ")

print(Months)

print("\nAdding other months to the set...");

Months.add("July");

Months.add ("August");

print("\nPrinting the modified set...");

print(Months)

print("\nlooping through the set elements ... ")

for i in Months:

print(i)

Output:

printing the original set ...

{'February', 'May', 'April', 'March', 'June', 'January'}

Adding other months to the set...

Printing the modified set...

{'February', 'July', 'May', 'April', 'March', 'August', 'June', 'January'}

looping through the set elements ...

February

July

May

April

March

August

June

January

**To add more than one item in the set, Python provides the update() method.** It accepts iterable as an argument.

Example - 2 Using update() function

Months = set(["January","February", "March", "April", "May", "June"])

print("\nprinting the original set ... ")

print(Months)

print("\nupdating the original set ... ")

Months.update(["July","August","September","October"]);

print("\nprinting the modified set ... ")

print(Months);

Output:

printing the original set ...

{'January', 'February', 'April', 'May', 'June', 'March'}

updating the original set ...

printing the modified set ...

{'January', 'February', 'April', 'August', 'October', 'May', 'June', 'July', 'September', 'March'}

**Removing items from the set**

Python provides **the discard()** method and **remove()** method which can be used to remove the items from the set. The difference between these function, **using discard() function if the item does not exist in the set then the set remain unchanged whereas remove() method will through an error**.

**Python Set discard() Method**

Python discard() method discards or remove the elememt from the set. This method does not return anything, even no error if the elememt is not present. It takes a parameter which is an elememt to be removed.

Syntax: discard(elem)

Parameters: elem: element to be deleted.

Return: It returns None.

Example 1:A simple example to use discard method to remove an element.

set = {1,2,3,4,5}

print(set)

set.discard(2)

print(set)

Output:

{1, 2, 3, 4, 5}

{1, 3, 4, 5}

Example 2:If the element is not present it returns none to the caller method.

set = {1,2,3,4,5}

print(set)

val = set.discard(22)

print(val)

Output:

{1, 2, 3, 4, 5}

None

Example 3: An example where we are implementing this method into a program. It removes all odds elements.

set = {1,2,3,4,5}

set2 = {1,2,3,4,5}

print(set)

for s in set2:

if s%2!=0:

set.discard(s)

print(set)

Output:

{1, 2, 3, 4, 5}

{2, 4}

Example-1 **Using discard() method**

months = set(["January","February", "March", "April", "May", "June"])

print("\nprinting the original set ... ")

print(months)

print("\nRemoving some months from the set...");

months.discard("January");

months.discard("May");

print("\nPrinting the modified set...");

print(months)

print("\nlooping through the set elements ... ")

for i in months:

print(i)

Output:

printing the original set ...

{'February', 'January', 'March', 'April', 'June', 'May'}

Removing some months from the set...

Printing the modified set...

{'February', 'March', 'April', 'June'}

looping through the set elements ...

February

March

April

June

**Python Set remove() Method**

Python remove() method removes an element elem from the set. It raises error KeyError if elem is not contained in the set.

Syntax: remove(elem)

Parameters: elem: element to be deleted.

Return: It returns None but throws KeyError if the value does not found in the set.

Example 1: Let's first see a simple example to remove an element from the set.

set = {1,2,3}

print(set)

set.remove(1)

print("After removing element: \n",set)

Output:

{1, 2, 3}

After removing element:

{2, 3}

Example 2: It throws an error KeyError if the element is not available in the set.

set = {1,2,3}

print(set)

set.remove(22)

print("After removing element: \n",set)

Output:

set.remove(22)

KeyError: 22

Example 3: This method can be easily implemented into program to perform some business logic.

set = {'i','n','d','i','a','i','s','a','c','o','u','n','t','r','y'}

set2 = {'i','n','d','i','a','i','s','a','c','o','u','n','t','r','y'}

list = ['a','e','i','o','u']

print(set)

for el in set:

if el not in list:

set2.remove(el) # Removing elements which are not in list

print(set2)

Output:

{'a', 'c', 'i', 't', 'n', 'u', 'y', 's', 'd', 'o', 'r'}

{'a', 'i', 'u', 'o'}

Example-2 **Using remove() function**

months = set(["January","February", "March", "April", "May", "June"])

print("\nprinting the original set ... ")

print(months)

print("\nRemoving some months from the set...");

months.remove("January");

months.remove("May");

print("\nPrinting the modified set...");

print(months)

Output:

printing the original set ...

{'February', 'June', 'April', 'May', 'January', 'March'}

Removing some months from the set...

Printing the modified set...

{'February', 'June', 'April', 'March'}

Example-3 **Error due to remove method**

Months = set(["January","February", "March", "April", "May", "June"])

print("\nprinting the original set ... ")

print(Months)

print("\nRemoving items through discard() method...");

Months.discard("Feb"); #will not give an error although the key feb is not available in the set

print("\nprinting the modified set...")

print(Months)

print("\nRemoving items through remove() method...");

Months.remove("Jan") #will give an error as the key jan is not available in the set.

print("\nPrinting the modified set...")

print(Months)

Output:

printing the original set ...

{'March', 'January', 'April', 'June', 'February', 'May'}

Removing items through discard() method...

printing the modified set...

{'March', 'January', 'April', 'June', 'February', 'May'}

Removing items through remove() method...

Traceback (most recent call last):

File "set.py", line 9, in

Months.remove("Jan")

KeyError: 'Jan'

**pop() method:**

We can also use the pop() method to remove the item. Generally, **the pop() method will always remove the last item but the set is unordered, we can't determine which element will be popped from set**. It does not take any argument but **returns the popped element**. **It raises an error if the element is not present in the set**.

Syntax: pop()

Parameters: No parameter.

Return: It returns deleted element or throws an error if the set is empty.

Example 1: A simple example to use pop() method which removes an element and modifies the set.

set = {1,2,3,4,5}

print(set)

el = set.pop()

print("Element popped:",el)

print("Remaining elements: ",set)

el = set.pop()

print("Element popped:",el)

print("Remaining elements: ",set)

el = set.pop()

print("Element popped:",el)

print("Remaining elements: ",set)

el = set.pop()

print("Element popped:",el)

print("Remaining elements: ",set)

Output:

{1, 2, 3, 4, 5}

Element popped: 1

Remaining elements: {2, 3, 4, 5}

Element popped: 2

Remaining elements: {3, 4, 5}

Element popped: 3

Remaining elements: {4, 5}

Element popped: 4

Remaining elements: {5}

Example 2: If the set is empty, it throws an error KeyError to the caller function. See the example.

set = {1,2}

print(set)

el = set.pop()

print("Element popped:",el)

print("Remaining elements: ",set)

el = set.pop()

print("Element popped:",el)

print("Remaining elements: ",set)

el = set.pop()

print("Element popped:",el)

print("Remaining elements: ",set)

Output:

{1, 2}

Element popped: 1

Remaining elements: {2}

Element popped: 2

Remaining elements: set()

Traceback (most recent call last):

File "main.py", line 13, in

el = set.pop()

KeyError: 'pop from an empty set'

Example 3: This example contains adding and poping elements in sequence to describe the functioning.

set = {1,2}

print(set)

el = set.pop()

print("Element popped:",el)

print("Remaining elements: ",set)

set.add(4)

el = set.pop()

print("Element popped:",el)

print("Remaining elements: ",set)

set.add(5)

el = set.pop()

print("Element popped:",el)

print("Remaining elements: ",set)

Output:

{1, 2}

Element popped: 1

Remaining elements: {2}

Element popped: 2

Remaining elements: {4}

Element popped: 4

Remaining elements: {5}

Example:

Months = set(["January","February", "March", "April", "May", "June"])

print("\nprinting the original set ... ")

print(Months)

print("\nRemoving some months from the set...")

del1=Months.pop()

print(del1,”deleted”)

del2=Months.pop()

print(del2,”deleted”)

print("\nPrinting the modified set...")

print(Months)

Output:

printing the original set ...

{'June', 'January', 'May', 'April', 'February', 'March'}

Removing some months from the set...

January deleted

June deleted

Printing the modified set...

{'May', 'April', 'February', 'March'}

In the above code, the last element of the Month set is March but the pop() method removed the June and January because the set is unordered and the pop() method could not determine the last element of the set.

**clear() method:**

Python provides the clear() method to remove all the items from the set.

Example:

Months = set(["January","February", "March", "April", "May", "June"])

print("\nprinting the original set ... ")

print(Months)

print("\nRemoving all the items from the set...");

Months.clear()

print("\nPrinting the modified set...")

print(Months)

Output:

printing the original set ...

{'January', 'May', 'June', 'April', 'March', 'February'}

Removing all the items from the set...

Printing the modified set...

set()

**Python Set Operations**

Set can be performed mathematical operation such as union, intersection, difference, and symmetric difference. Python provides the facility to carry out these operations with operators or methods. We describe these operations as follows.

**Union of two Sets**

The union of two sets is calculated by using the **pipe (|) operator or union() method**. The union of the two sets contains all the items that are present in both the sets.
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Example 1: **using union | operator**

Days1 = {"Monday","Tuesday","Wednesday","Thursday", "Sunday"}

Days2 = {"Friday","Saturday","Sunday"}

print(Days1|Days2)

Output:

{'Friday', 'Sunday', 'Saturday', 'Tuesday', 'Wednesday', 'Monday', 'Thursday'}

Python also provides the union() method which can also be used to calculate the union of two sets. Consider the following example.

Example 2: **using union() method**

Days1 = {"Monday","Tuesday","Wednesday","Thursday"}

Days2 = {"Friday","Saturday","Sunday"}

print(Days1.union(Days2))

Output:

{'Friday', 'Monday', 'Tuesday', 'Thursday', 'Wednesday', 'Sunday', 'Saturday'}

**Intersection of two sets**

The intersection of two sets can be performed by the **and & operator or the intersection() function**. The intersection of the two sets is given as the set of the elements that common in both sets.
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Example 1: **Using & operator**

Days1 = {"Monday","Tuesday", "Wednesday", "Thursday"}

Days2 = {"Monday","Tuesday","Sunday", "Friday"}

print(Days1&Days2)

Output:

{'Monday', 'Tuesday'}

Example 2: **Using intersection() method**

set1 = {"Devansh","John", "David", "Martin"}

set2 = {"Steve", "Milan", "David", "Martin"}

print(set1.intersection(set2))

Output:

{'Martin', 'David'}

Example 3:

set1 = {1,2,3,4,5,6,7}

set2 = {1,2,20,32,5,9}

set3 = set1.intersection(set2)

print(set3)

Output:

{1,2,5}

**The intersection\_update() method**

The intersection\_update() method removes the items from the original set that are not present in both the sets (all the sets if more than one are specified).

**The intersection\_update() method is different from the intersection() method since it modifies the original set by removing the unwanted items, on the other hand, the intersection() method returns a new set.**

Example:

a = {"Devansh", "bob", "castle"}

b = {"castle", "dude", "emyway"}

c = {"fuson", "gaurav", "castle"}

a.intersection\_update(b, c)

print(a)

Output:

{'castle'}

**Difference between the two sets**

The difference of two sets can be calculated by using the **subtraction (-) operator or difference() method**. Suppose there are two sets A and B, and the difference is A-B that denotes the resulting set will be obtained that element of A, which is not present in the set B.
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Example 1 : **Using subtraction ( - ) operator**

Days1 = {"Monday", "Tuesday", "Wednesday", "Thursday"}

Days2 = {"Monday", "Tuesday", "Sunday"}

print(Days1-Days2)

Output:

{'Thursday', 'Wednesday'}

Example 2 : **Using difference() method**

Days1 = {"Monday", "Tuesday", "Wednesday", "Thursday"}

Days2 = {"Monday", "Tuesday", "Sunday"}

print(Days1.difference(Days2))

Output:

{'Thursday', 'Wednesday'}

**Symmetric Difference of two sets**

The symmetric difference of two sets is calculated **by ^ operator or symmetric\_difference() method**. Symmetric difference of sets, it removes that element which is present in both sets.
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Example - 1: **Using ^ operator**

a = {1,2,3,4,5,6}

b = {1,2,9,8,10}

c = a^b

print(c)

Output:

{3, 4, 5, 6, 8, 9, 10}

Example - 2: **Using symmetric\_difference() method**

a = {1,2,3,4,5,6}

b = {1,2,9,8,10}

c = a.symmetric\_difference(b)

print(c)

Output:

{3, 4, 5, 6, 8, 9, 10}

**Set comparisons**

**Python allows us to use the comparison operators i.e., <, >, <=, >= , == with the sets by using which we can check whether a set is a subset, superset, or equivalent to other set**. The boolean true or false is returned depending upon the items present inside the sets.

Example:

Days1 = {"Monday", "Tuesday", "Wednesday", "Thursday"}

Days2 = {"Monday", "Tuesday"}

Days3 = {"Monday", "Tuesday", "Friday"}

#Days1 is the superset of Days2 hence it will print true.

print (Days1>Days2)

#prints false since Days1 is not the subset of Days2

print (Days1<Days2)

#prints false since Days2 and Days3 are not equivalent

print (Days2 == Days3)

Output:

True

False

False

**FrozenSets**

The frozen sets are the **immutable form of the normal sets**, i.e., **the items of the frozen set cannot be changed** and therefore it can be used as a key in the dictionary.

The elements of the frozen set cannot be changed after the creation. We cannot change or append the content of the frozen sets by using the methods like add() or remove().

The frozenset() method is used to create the frozenset object. The iterable sequence is passed into this method which is converted into the frozen set as a return type of the method.

Example:

Frozenset = frozenset([1,2,3,4,5])

print(type(Frozenset))

print("\nprinting the content of frozen set...")

for i in Frozenset:

print(i);

Frozenset.add(6) #gives an error since we cannot change the content of Frozenset after creation

Output:

<class 'frozenset'>

printing the content of frozen set...

1

2

3

4

5

Traceback (most recent call last):

File "set.py", line 6, in <module>

Frozenset.add(6) #gives an error since we can change the content of Frozenset after creation

AttributeError: 'frozenset' object has no attribute 'add'

**Frozenset for the dictionary**

If we pass the dictionary as the sequence inside the frozenset() method, it will take only the keys from the dictionary and returns a frozenset that contains the key of the dictionary as its elements.

Example:

Dictionary = {"Name":"John", "Country":"USA", "ID":101}

print(type(Dictionary))

Frozenset = frozenset(Dictionary); #Frozenset will contain the keys of the dictionary

print(type(Frozenset))

for i in Frozenset:

print(i)

Output:

<class 'dict'>

<class 'frozenset'>

Name

Country

ID

**Python Built-in set methods**

Python contains the following methods to be used with the sets.

|  |  |  |
| --- | --- | --- |
| SN | Method | Description |
| 1 | add(item) | It adds an item to the set. It has no effect if the item is already present in the set. |
| 2 | clear() | It deletes all the items from the set. |
| 3 | copy() | It returns a shallow copy of the set. |
| 4 | difference\_update(....) | It modifies this set by removing all the items that are also present in the specified sets. |
| 5 | discard(item) | It removes the specified item from the set. |
| 6 | intersection() | It returns a new set that contains only the common elements of both the sets. (all the sets if more than two are specified). |
| 7 | intersection\_update(....) | It removes the items from the original set that are not present in both the sets (all the sets if more than one are specified). |
| 8 | Isdisjoint(....) | Return True if two sets have a null intersection. |
| 9 | Issubset(....) | Report whether another set contains this set. |
| 10 | Issuperset(....) | Report whether this set contains another set. |
| 11 | pop() | Remove and return an arbitrary set element that is the last element of the set. Raises KeyError if the set is empty. |
| 12 | remove(item) | Remove an element from a set; it must be a member. If the element is not a member, raise a KeyError. |
| 13 | symmetric\_difference(....) | Remove an element from a set; it must be a member. If the element is not a member, raise a KeyError. |
| 14 | symmetric\_difference\_update(....) | Update a set with the symmetric difference of itself and another. |
| 15 | union(....) | Return the union of sets as a new set. (i.e. all elements that are in either set.) |
| 16 | update() | Update a set with the union of itself and others. |

**Set Programming Example**

Example - 1: Write a program to remove the given number from the set.

my\_set = {1,2,3,4,5,6,12,24}

n = int(input("Enter the number you want to remove"))

my\_set.discard(n)

print("After Removing:",my\_set)

Output:

Enter the number you want to remove:12

After Removing: {1, 2, 3, 4, 5, 6, 24}

Example - 2: Write a program to add multiple elements to the set.

set1 = set([1,2,4,"John","CS"])

set1.update(["Apple","Mango","Grapes"])

print(set1)

Output:

{1, 2, 4, 'Apple', 'John', 'CS', 'Mango', 'Grapes'}

Example - 5: Write the program to create new frozenset after applying intersection on two frozensets.

set1 = frozenset({23,44,56,67,90,45,"Python"})

set2 = frozenset({13,23,56,76,"Sachin"} )

set3 = set1.intersection(set2)

print(set3)

Output:

frozenset({56, 23})

Example - 6: Write the program to find the issuperset, issubset and superset.

set1 = set(["Peter","James","Camroon","Ricky","Donald"])

set2 = set(["Camroon","Washington","Peter"])

set3 = set(["Peter"])

issubset = set1 >= set2

print(issubset)

issuperset = set1 <= set2

print(issuperset)

issubset = set3 <= set2

print(issubset)

issuperset = set2 >= set3

print(issuperset)

Output:

False

False

True

True

**Python Dictionary**

Python Dictionary is used to store the data in a key-value pair format. The dictionary is the data type in Python, which can simulate the real-life data arrangement where some specific value exists for some particular key. **It is the mutable data-structure.** **The dictionary is defined into element Keys and values.**

**Keys must be a single element**

**Value can be any type such as list, tuple, integer, etc**.

In other words, we can say that a dictionary is the collection of key-value pairs where the value can be any Python object. In contrast, the keys are the immutable Python object, i.e., Numbers, string, or tuple.

**Creating the dictionary**

The dictionary can be created by using multiple key-value pairs enclosed with the curly brackets {}, and each key is separated from its value by the colon (:).The syntax to define the dictionary is given below.

Syntax:

Dict = {"Name": "Tom", "Age": 22}

In the above dictionary Dict, The keys Name and Age are the string that is an immutable object.

Example:

Employee = {"Name": "John", "Age": 29, "salary":25000,"Company":"GOOGLE"}

print(type(Employee))

print("printing Employee data .... ")

print(Employee)

Output

<class 'dict'>

Printing Employee data ....

{'Name': 'John', 'Age': 29, 'salary': 25000, 'Company': 'GOOGLE'}

**Python provides the built-in function dict() method which is also used to create dictionary**. **The empty curly braces {} is used to create empty dictionary.**

Example:

# Creating an empty Dictionary

Dict = {}

print("Empty Dictionary: ")

print(Dict)

# Creating a Dictionary with dict() method

Dict = dict({1: 'Python', 2: 'Java', 3:'C++'})

print("\nCreate Dictionary by using dict(): ")

print(Dict)

# Creating a Dictionary with each item as a Pair

Dict = dict([(1, 'Devansh'), (2, 'Sharma')])

print("\nDictionary with each item as a pair: ")

print(Dict)

Output:

Empty Dictionary:

{}

Create Dictionary by using dict():

{1: 'Python', 2: 'Java', 3: 'C++'}

Dictionary with each item as a pair:

{1: 'Devansh', 2: 'Sharma'}

**Accessing the dictionary values**

However, the values can be accessed in the dictionary by using the keys as keys are unique in the dictionary.

Syntax: Dictionaryname[Key]

Example:

Employee = {"Name": "John", "Age": 29, "salary":25000,"Company":"GOOGLE"}

print(type(Employee))

print("printing Employee data .... ")

print("Name : %s" %Employee["Name"])

print("Age : %d" %Employee["Age"])

print("Salary : %d" %Employee["salary"])

print("Company : %s" %Employee["Company"])

Output:

<class 'dict'>

printing Employee data ....

Name : John

Age : 29

Salary : 25000

Company : GOOGLE

**Python provides us with an alternative to use the get() method to access the dictionary values.** It would give the same result as given by the indexing.

**Adding dictionary values**

The dictionary is a mutable data type, and its values can be updated by using the specific keys. The value can be updated along with key Dict[key] = value. **The update() method is also used to update an existing value**.

Note: **If the key-value already present in the dictionary, the value gets updated. Otherwise, the new keys added in the dictionary.**

Example - 1:

# Creating an empty Dictionary

Dict = {}

print("Empty Dictionary: ")

print(Dict)

# Adding elements to dictionary one at a time

Dict[0] = 'Peter'

Dict[2] = 'Joseph'

Dict[3] = 'Ricky'

print("\nDictionary after adding 3 elements: ")

print(Dict)

# Adding set of values with a single Key

Dict['Emp\_ages'] = 20, 33, 24

print("\nDictionary after adding 3 elements: ")

print(Dict)

# Updating existing Key's Value

Dict[3] = 'Python'

print("\nUpdated key value: ")

print(Dict)

Output:

Empty Dictionary:

{}

Dictionary after adding 3 elements:

{0: 'Peter', 2: 'Joseph', 3: 'Ricky'}

Dictionary after adding 3 elements:

{0: 'Peter', 2: 'Joseph', 3: 'Ricky', 'Emp\_ages': (20, 33, 24)}

Updated key value:

{0: 'Peter', 2: 'Joseph', 3: 'Python', 'Emp\_ages': (20, 33, 24)}

Example - 2: Accept value for key from user and update the existing value.

Employee = {"Name": "John", "Age": 29, "salary":25000,"Company":"GOOGLE"}

print(type(Employee))

print("printing Employee data .... ")

print(Employee)

print("Enter the details of the new employee....");

**Employee["Name"] = input("Name: ");**

Employee["Age"] = int(input("Age: "));

Employee["salary"] = int(input("Salary: "));

Employee["Company"] = input("Company:");

print("printing the new data");

print(Employee)

Output:

Empty Dictionary:

{}

Dictionary after adding 3 elements:

{0: 'Peter', 2: 'Joseph', 3: 'Ricky'}

Dictionary after adding 3 elements:

{0: 'Peter', 2: 'Joseph', 3: 'Ricky', 'Emp\_ages': (20, 33, 24)}

Updated key value:

{0: 'Peter', 2: 'Joseph', 3: 'Python', 'Emp\_ages': (20, 33, 24)}

**Deleting elements using del keyword**

The items of the dictionary can be deleted by using the del keyword as given below.

Example:

Employee = {"Name": "John", "Age": 29, "salary":25000,"Company":"GOOGLE"}

print(type(Employee))

print("printing Employee data .... ")

print(Employee)

print("Deleting some of the employee data")

**del Employee["Name"]**

del Employee["Company"]

print("printing the modified information ")

print(Employee)

print("Deleting the dictionary: Employee");

**del Employee**

print("Lets try to print it again ");

print(Employee)

Output:

<class 'dict'>

printing Employee data ....

{'Name': 'John', 'Age': 29, 'salary': 25000, 'Company': 'GOOGLE'}

Deleting some of the employee data

printing the modified information

{'Age': 29, 'salary': 25000}

Deleting the dictionary: Employee

Lets try to print it again

NameError: name 'Employee' is not defined

**Using pop() method**

The pop() method accepts the key as an argument and remove the associated value.

Example:

Dict = {1: 'Python', 2: 'Peter', 3: 'Thomas'}

pop\_ele = Dict.pop(3) #parameter is key

print(Dict)

Output:

{1: 'Python', 2: 'Peter'}

Python also provides a built-in methods **popitem() and clear()** method for remove elements from the dictionary. The popitem() removes the arbitrary element from a dictionary, whereas the clear() method removes all elements to the whole dictionary.

**Iterating Dictionary**

A dictionary can be iterated using for loop as given below.

Example 1: for loop to print all the keys of a dictionary

Employee = {"Name": "John", "Age": 29, "salary":25000,"Company":"GOOGLE"}

for x in Employee:

print(x)

Output:

Name

Age

salary

Company

Example 2: for loop to print all the values of the dictionary

Employee = {"Name": "John", "Age": 29, "salary":25000,"Company":"GOOGLE"}

for x in Employee:

print(Employee[x])

Output:

John

29

25000

GOOGLE

Example 3: for loop to print all the keys of a dictionary **using keys() function**.

Employee = {"Name": "John", "Age": 29, "salary":25000,"Company":"GOOGLE"}

for x in Employee.keys():

print(x)

Output:

Name

Age

salary

Company

Example – 4: for loop to print the values of the dictionary by using **values()** method.

Employee = {"Name": "John", "Age": 29, "salary":25000,"Company":"GOOGLE"}

for x in Employee.values():

print(x)

Output:

John

29

25000

GOOGLE

Example 5: for loop to print the items of the dictionary by using **items()** method.

Employee = {"Name": "John", "Age": 29, "salary":25000,"Company":"GOOGLE"}

for x in Employee.items():

print(x)

Output:

('Name', 'John')

('Age', 29)

('salary', 25000)

('Company', 'GOOGLE')

Example 6: for loop to print the items of the dictionary by using **items()** method. Store key and value separately.

Employee={"Name":"John","Age":29,"Salary":25000,"Company":"GOOGLE","Name":"John"}

for x,y in Employee.items():

print(x,y)

Output:

Name John

Age 29

Salary 25000

Company GOOGLE

**Properties of Dictionary keys**

1. In the dictionary, **we cannot store multiple values for the same keys**. If we pass more than one value for a single key, then the value which is last assigned is considered as the value of the key. Value can be set of data.

Example:

Employee={"Name":"John","Age":29,"Salary":25000,"Company":"GOOGLE","Name":"John"}

for x,y in Employee.items():

print(x,y)

Output:

Name John

Age 29

Salary 25000

Company GOOGLE

2. In python, **the key cannot be any mutable object.** We can use numbers, strings, or tuples as the key, but we cannot use any mutable object like the list as the key in the dictionary.

Example:

Employee = {"Name": "John", "Age": 29, "salary":25000,"Company":"GOOGLE",[100,201,301]:"Department ID"}

for x,y in Employee.items():

print(x,y)

Output:

Traceback (most recent call last):

File "dictionary.py", line 1, in

Employee = {"Name": "John", "Age": 29, "salary":25000,"Company":"GOOGLE",[100,201,301]:"Department ID"}

TypeError: unhashable type: 'list'

**Built-in Dictionary functions**

The built-in python dictionary methods along with the description are given below.

|  |  |  |
| --- | --- | --- |
| SN | Function | Description |
| 1 | len(dict) | It is used to calculate the length of the dictionary. |
| 2 | str(dict) | It converts the dictionary into the printable string representation. |

**Built-in Dictionary methods**

The built-in python dictionary methods along with the description are given below.

|  |  |  |
| --- | --- | --- |
| SN | Method | Description |
| 1 | dict.clear() | It is used to delete all the items of the dictionary.  Employee.clear() |
| 2 | dict.copy() | It returns a shallow copy of the dictionary.  Employee1 = Employee.copy() |
| 3 | dict.fromkeys(iterable, value = None, /) | Create a new dictionary from the iterable with the values equal to value.  x = ('key1', 'key2', 'key3')  y = 0  thisdict = dict.fromkeys(x, y)  print(thisdict)  {'key1': 0, 'key2': 0, 'key3': 0} |
| 4 | dict.get(key) | It is used to get the value specified for the passed key. |
| 5 | dict.items() | It returns all the key-value pairs as a tuple. |
| 6 | dict.keys() | It returns all the keys of the dictionary. |
| 7 | dict.setdefault(key,default= "None") | Python setdefault() method is used to set default value to the key. It returns value, if the key is present. Otherwise it insert key with the default value. Default value for the key is None. |
| 8 | dict.update(dict2) | It updates the dictionary by adding the key-value pair of dict2 to this dictionary. |
| 9 | dict.values() | It returns all the values of the dictionary. |
| 10 | popItem() |  |
| 11 | pop() |  |
| 12 | count() |  |
| 13 | index() |  |

**Python Dictionary items() Method**

Python item() method returns a new view of the dictionary. This view is collection of key value tuples. This method does not take any parameter and returns empty view if the dictionary is empty.

Syntax: items()

Parameters: No parameter

Return: It returns a dictionary's view.

Example 1:This is a simple example which returns all the items present in the dictionary.

student = {'name':'rohan', 'course':'B.Tech', 'email':'rohan@abc.com'}

items = student.items()

print(items)

Output:

dict\_items([('name', 'rohan'), ('course', 'B.Tech'), ('email', 'rohan@abc.com')])

Example 2: If the dictionary is already empty, this method does not raise any error.

student = {} # dictionary is empty

items = student.items()

print(items)

Output:

dict\_items([])

Example 3: Apart from items() method, we can also use other customized approaches to fetch dictionary elements.

student = {'name':'rohan', 'course':'B.Tech', 'email':'rohan@abc.com'}

# Iterating using key and value

for st in student:

print("(",st, ":", student[st], end="), ")

items = student.items()

print("\n", items)

Output:

( name : rohan), ( course : B.Tech), ( email : rohan@abc.com),

dict\_items([('name', 'rohan'), ('course', 'B.Tech'), ('email', 'rohan@abc.com')])

**Python Dictionary keys() Method**

Python keys() method is used to fetch all the keys from the dictionary. It returns a list of keys and an empty list if the dictionary is empty. This method does not take any parameter.

Syntax: keys()

Parameters: No parameter

Return: It returns a list of keys. None if the dictionary is empty.

Example 1: Let's first see a simple example to fetch keys from the dictionary.

product = {'name':'laptop','brand':'hp','price':80000}

p = product.keys()

print(p)

Output:

dict\_keys(['name', 'brand', 'price'])

Example 2: Python dictionary keys() Method

product = {'name':'laptop','brand':'hp','price':80000}

for p in product.keys():

if p == 'price' and product[p] > 50000:

print("product price is too high",)

Output:

product price is too high

Example 3: Here, we are using it into a program to check our inventory status.

inventory = {'apples': 25, 'bananas': 220, 'oranges': 525, 'pears': 217}

for akey in inventory.keys():

if akey == 'bananas' and inventory[akey] > 200:

print("We have sufficient inventory for the ", akey)

Output:

We have sufficient inventory for the bananas

**Python Dictionary values() Method**

Python values() method is used to collect all the values from a dictionary. It does not take any parameter and returns a dictionary of values. It returns an empty dictionary if the dictionary has no value.

Signature: values()

Parameters: No Parameter

Return: It returns a dictionary of values.

Example 1: It is a simple example which returns all the values from the dictionary. An example is given below.

inventory = {'Fan': 200, 'Bulb':150, 'Led':1000}

stock = einventory.values()

print("Stock available",einventory)

Output:

Stock available {'Fan': 200, 'Bulb': 150, 'Led': 1000}

Example 2: If the dictionary is already empty, this method also returns an empty dictionary except any error or exception.

einventory = {}

stock = einventory.values()

print("Stock available",einventory)

Output:

Stock available {}

Example 3: This example uses various methods to get information about dictionary such as length, keys etc.

einventory = {'Fan': 200, 'Bulb':150, 'Led':1000}

length = len(einventory)

print("Total number of values:",length)

keys = einventory.keys()

print("All the Keys:",keys)

item = einventory.items()

print("Items:",einventory)

p = einventory.popitem()

print("Deleted items:",p)

stock = einventory.values()

print("Stock available",einventory)

Output:

Total number of values: 3

All the Keys: dict\_keys(['Fan', 'Bulb', 'Led'])

Items: {'Fan': 200, 'Bulb': 150, 'Led': 1000}

Deleted items: ('Led', 1000)

Stock available {'Fan': 200, 'Bulb': 150}

**Python Dictionary setdefault() Method**

Python setdefault() method is used to set default value to the key. It returns value, if the key is present. Otherwise it insert key with the default value. Default value for the key is None.

Signature: setdefault(key[, default])

Parameters: key: key to be searched. default: This value to be returned, if the key is not found.

Return: It returns a value, if the key is present. Otherwise None or default value.

Example 1: A simple example, if key is present, it returns associated value.

coursefee = {'B,Tech': 400000, 'BA':2500, 'B.COM':50000}

p = coursefee.setdefault('BA') # Returns it's value

print("default",p)

print(coursefee)

Output:

default 2500

{'B,Tech': 400000, 'BA': 2500, 'B.COM': 50000}

Example 2: If neither key nor default value is present, it returns None.

coursefee = {'B,Tech': 400000, 'BA':2500, 'B.COM':50000}

p = coursefee.setdefault('BCA') # Returns it's value

print("default",p)

print(coursefee)

Output:

default None

{'B,Tech': 400000, 'BA': 2500, 'B.COM': 50000, 'BCA': None}

Example 3: If key is not present but default value is set, it returns default value. See an example.

coursefee = {'B,Tech': 400000, 'BA':2500, 'B.COM':50000}

p = coursefee.setdefault('BCA',100000) # Returns it's value

print("default",p)

print(coursefee)

Output:

default 100000

{'B,Tech': 400000, 'BA': 2500, 'B.COM': 50000, 'BCA': 100000}

**Python Dictionary update() Method**

Python update() method updates the dictionary with the key and value pairs. It inserts key/value if it is not present. It updates key/value if it is already present in the dictionary.

It also allows an iterable of key/value pairs to update the dictionary. like: update(a=10,b=20) etc.

Signature: update([other])

Parameters: other: It is a list of key/value pairs.

Return: It returns None.

Example 1: It is a simple example to update the dictionary by passing key/value pair. This method updates the dictionary.

einventory = {'Fan': 200, 'Bulb':150, 'Led':1000}

print("Inventory:",einventory)

einventory.update({'cooler':50})

print("Updated inventory:",einventory)

Output:

Inventory: {'Fan': 200, 'Bulb': 150, 'Led': 1000}

Updated inventory: {'Fan': 200, 'Bulb': 150, 'Led': 1000, 'cooler': 50}

Example 2: If element (key/value) pair is already presents in the dictionary, it will overwrite it.

einventory = {'Fan': 200, 'Bulb':150, 'Led':1000,'cooler':50}

print("Inventory:",einventory)

einventory.update({'cooler':50})

print("Updated inventory:",einventory)

einventory.update({'cooler':150})

print("Updated inventory:",einventory)

Output:

Inventory: {'Fan': 200, 'Bulb': 150, 'Led': 1000, 'cooler': 50}

Updated inventory: {'Fan': 200, 'Bulb': 150, 'Led': 1000, 'cooler': 50}

Updated inventory: {'Fan': 200, 'Bulb': 150, 'Led': 1000, 'cooler': 150}

Example 3: The update() method also allows iterable key/value pairs as parameter. See, the example below two values are passed to the dictionary and it is updated.

einventory = {'Fan': 200, 'Bulb':150, 'Led':1000}

print("Inventory:",einventory)

einventory.update(cooler=50,switches=1000)

print("Updated inventory:",einventory)

Output:

Inventory: {'Fan': 200, 'Bulb': 150, 'Led': 1000}

Updated inventory: {'Fan': 200, 'Bulb': 150, 'Led': 1000, 'cooler': 50, 'switches': 1000}

**Python Dictionary popitem() Method**

Python popitem() method removes an element from the dictionary. It removes arbitrary element and return its value. If the dictionary is empty, it returns an error KeyError.

Signature: popitem()

Parameters: No parameter

Return: It returns the popped element.

Example 1: Let's first see a simple example to remove an element using popitem() method.

inventory = {'shirts': 25, 'paints': 220, 'shocks': 525, 'tshirts': 217}

print(inventory)

p = inventory.popitem()

print("Removed",p)

print(inventory)

Output:

{'shirts': 25, 'paints': 220, 'shocks': 525, 'tshirts': 217}

Removed ('tshirts', 217)

{'shirts': 25, 'paints': 220, 'shocks': 525}

Example 2: If the dictionary is empty, it returns an error KeyError.

inventory = {}

print(inventory)

p = inventory.popitem()

print("Removed",p)

print(inventory)

Output:

KeyError: 'popitem(): dictionary is empty'

Example 3: In this example, we are removing and updating the dictionary to understand the functioning of this method.

inventory = {'shirts': 25, 'paints': 220, 'shocks': 525, 'tshirts': 217}

print(inventory)

p = inventory.popitem()

print("Removed",p)

print(inventory)

inventory.update({'pajama':117})

print(inventory)

Output:

{'shirts': 25, 'paints': 220, 'shocks': 525, 'tshirts': 217}

Removed ('tshirts', 217)

{'shirts': 25, 'paints': 220, 'shocks': 525}

{'shirts': 25, 'paints': 220, 'shocks': 525, 'pajama': 117}

**Python Dictionary pop() Method**

Python pop() method removes an element from the dictionary. It removes the element which is associated to the specified key.

If specified key is present in the dictionary, it remove and return its value.

If the specified key is not present, it throws an error KeyError.

Syntax: pop(key[, default])

Parameters: key: A key to delete value associated to it.

defaults: If key is not present, defaults value is returned.

Return: It removes and returns value associated to the specified key.

Example 1:A simple example to pop an element from the dictionary. It returns popped value.

inventory = {'shirts': 25, 'paints': 220, 'shock': 525, 'tshirts': 217}

element = inventory.pop('shirts')

print(element)

Output:

25

Example 2: If the key is not present, it returns an error KeyError.

inventory = {'shirts': 25, 'paints': 220, 'shock': 525, 'tshirts': 217}

element = inventory.pop('shoes')

print(element)

Output:

KeyError: 'shoes'

Example 3: If key is not present, we can set default value to avoid the error KeyError.

inventory = {'shirts': 25, 'paints': 220, 'shock': 525, 'tshirts': 217}

element = inventory.pop('shoes',100)

print(element)

Output:

100

**Python Function**

Functions are the most important aspect of an application. A function can be defined as the organized block of reusable code, which can be called whenever required.

Python allows us to divide a large program into the basic building blocks known as a function. The function contains the set of programming statements enclosed by {}. A function can be called multiple times to provide reusability and modularity to the Python program.

The Function helps to programmer to break the program into the smaller part. It organizes the code very effectively and avoids the repetition of the code. As the program grows, function makes the program more organized.

Python provide us various inbuilt functions like range() or print(). Although, the user can create its functions, which can be called user-defined functions.

**There are mainly two types of functions.**

**User-define functions** - The user-defined functions are those define by the user to perform the specific task.

**Built-in functions** - The built-in functions are those functions that are pre-defined in Python.

**Advantage of Functions in Python**

There are the following advantages of Python functions.

* Using functions, we can avoid rewriting the same logic/code again and again in a program.
* We can call Python functions multiple times in a program and anywhere in a program.
* We can track a large Python program easily when it is divided into multiple functions.
* Reusability is the main achievement of Python functions.

**Creating a Function**

Python provides the **def** keyword to define the function.

Syntax:

def function\_name(parameters):

function\_block

return expression

* The def keyword, along with the function name is used to define the function.
* The identifier rule must follow the function name.
* A function accepts the parameter (argument), and they can be optional.
* The function block is started with the colon (:), and block statements must be at the same indentation.
* The return statement is used to return the value. A function can have only one return

**Function Calling**

In Python, **after the function is created, we can call it from another function**. **A function must be defined before the function call**; otherwise, the Python interpreter gives an error. To call the function, use the function name followed by the parentheses.

Example:

#function definition

def hello\_world():

print("hello world")

# function calling

hello\_world()

Output:

hello world

**The return statement**

The return statement is used at the end of the function and returns the result of the function. **It terminates the function execution and transfers the result where the function is called**. The return statement cannot be used outside of the function.

Syntax

return [expression\_list]

It can contain the expression which gets evaluated and value is returned to the caller function. **If the return statement has no expression or does not exist itself in the function then it returns the None object.**

Example 1

def sum():

a = 10

b = 20

c = a+b

return c

# calling sum() function in print statement

print("The sum is:",sum())

Output:

The sum is: 30

In the above code, we have defined the function named sum, and it has a statement c = a+b, which computes the given values, and the result is returned by the return statement to the caller function.

Example 2 Creating function without return statement

def sum():

a = 10

b = 20

c = a+b

# calling sum() function in print statement

print(sum())

Output:

None

In the above code, we have defined the same function without the return statement as we can see that the sum() function returned the None object to the caller function.

**Arguments in function**

The arguments are types of information which can be passed into the function. The arguments are specified in the parentheses. We can pass any number of arguments, but they must be separate them with a comma.

Example 1

def func (name):

print("Hi ",name)

func("Devansh")

Output:

Hi Devansh

Example 2- Python function to calculate the sum of two variables

def sum (a,b):

return a+b;

a = int(input("Enter a: "))

b = int(input("Enter b: "))

print("Sum = ",sum(a,b))

Output:

Enter a: 10

Enter b: 20

Sum = 30

**Call by reference in Python**

In Python, **call by reference means passing the actual value as an argument in the function. All the functions are called by reference, i.e., all the changes made to the reference inside the function revert back to the original value referred by the reference.**

Example 1 Passing mutable Object (List)

def change\_list(list1):

list1.append(20)

list1.append(30)

print("list inside function = ",list1)

list1 = [10,30,40,50]

change\_list(list1)

print("list outside function = ",list1)

Output:

list inside function = [10, 30, 40, 50, 20, 30]

list outside function = [10, 30, 40, 50, 20, 30]

Example 2 Passing immutable Object (String)

def change\_string (str):

str = str + " Hows you "

print("printing the string inside function :",str)

string1 = "Hi I am there"

#calling the function

change\_string(string1)

print("printing the string outside function :",string1)

Output:

printing the string inside function : Hi I am there Hows you

printing the string outside function : Hi I am there

**Types of arguments**

There may be several types of arguments which can be passed at the time of function call.

* Required arguments
* Keyword arguments
* Default arguments
* Variable-length arguments

**Required Arguments**

Till now, we have learned about function calling in Python. However, we can provide the arguments at the time of the function call. As far as the required arguments are concerned, these are the arguments which are required to be passed at the time of function calling with the exact match of their positions in the function call and function definition**. If either of the arguments is not provided in the function call, or the position of the arguments is changed, the Python interpreter will show the error.**

Example 1

def func(name):

message = "Hi "+name

return message

name = input("Enter the name:")

print(func(name))

Output:

Enter the name: John

Hi John

Example 2- the function simple\_interest accepts three arguments and returns the simple interest accordingly

def simple\_interest(p,t,r):

return (p\*t\*r)/100

p = float(input("Enter the principle amount? "))

r = float(input("Enter the rate of interest? "))

t = float(input("Enter the time in years? "))

print("Simple Interest: ",simple\_interest(p,r,t))

Output:

Enter the principle amount: 5000

Enter the rate of interest: 5

Enter the time in years: 3

Simple Interest: 750.0

Example 3- the function calculate returns the sum of two arguments a and b

def calculate(a,b):

return a+b

calculate(10) # this causes an error as we are missing a required arguments b.

Output:

TypeError: calculate() missing 1 required positional argument: 'b'

**Default Arguments**

Python allows us to initialize the arguments at the function definition. **If the value of any of the arguments is not provided at the time of function call, then that argument can be initialized with the value given in the definition even if the argument is not specified at the function call.**

Example 1

def printme(name,age=22):

print("My name is",name,"and age is",age)

printme(name = "john")

Output:

My name is John and age is 22

Example 2

def printme(name,age=22):

print("My name is",name,"and age is",age)

printme(name = "john") #the variable age is not passed into the function however the default value of age is considered in the function

printme(age = 10,name="David") #the value of age is overwritten here, 10 will be printed as age

Output:

My name is john and age is 22

My name is David and age is 10

**Variable-length Arguments (\*args)**

In large projects, sometimes we may not know the number of arguments to be passed in advance. In such cases, Python provides us the flexibility to offer the comma-separated values which are internally treated as tuples at the function call. By using the variable-length arguments, we can pass any number of arguments.

However, at the function definition, we define the variable-length argument using the \*args (star) as \*<variable - name >.

Example

def printme(\*names):

print("type of passed argument is ",type(names))

print("printing the passed arguments...")

for name in names:

print(name)

printme("john","David","smith","nick")

Output:

type of passed argument is <class 'tuple'>

printing the passed arguments...

john

David

smith

nick

In the above code, we passed \*names as variable-length argument. We called the function and passed values which are treated as tuple internally. The tuple is an iterable sequence the same as the list. To print the given values, we iterated \*arg names using for loop.

**Keyword arguments(\*\*kwargs)**

Python allows us to call the function with the keyword arguments. This kind of function call will enable us to pass the arguments in the random order.

The name of the arguments is treated as the keywords and matched in the function calling and definition. If the same match is found, the values of the arguments are copied in the function definition.

Example 1

#function func is called with the name and message as the keyword arguments

def func(name,message):

print("printing the message with",name,"and ",message)

#name and message is copied with the values John and hello respectively

func(name = "John",message="hello")

Output:

printing the message with John and hello

Example 2 providing the values in different order at the calling

#The function simple\_interest(p, t, r) is called with the keyword arguments the order of arguments doesn't matter in this case

def simple\_interest(p,t,r):

return (p\*t\*r)/100

print("Simple Interest: ",simple\_interest(t=10,r=10,p=1900))

Output:

Simple Interest: 1900.0

If we provide the different name of arguments at the time of function call, an error will be thrown.

Consider the following example.

Example 3

#The function simple\_interest(p, t, r) is called with the keyword arguments.

def simple\_interest(p,t,r):

return (p\*t\*r)/100

# doesn't find the exact match of the name of the arguments (keywords)

print("Simple Interest: ",simple\_interest(time=10,rate=10,principle=1900))

Output:

TypeError: simple\_interest() got an unexpected keyword argument 'time'

The Python allows us to provide the mix of the required arguments and keyword arguments at the time of function call. However, the required argument must not be given after the keyword argument, i.e., **once the keyword argument is encountered in the function call, the following arguments must also be the keyword arguments.**

Example 4

def func(name1,message,name2):

print("printing the message with",name1,",",message,",and",name2)

#the first argument is not the keyword argument

func("John",message="hello",name2="David")

Output:

printing the message with John , hello ,and David

Example 5

def func(name1,message,name2):

print("printing the message with",name1,",",message,",and",name2)

func("John",message="hello","David")

Output:

SyntaxError: positional argument follows keyword argument

Python provides the facility to pass the multiple keyword arguments which can be represented as \*\*kwargs. It is similar as the \*args but it stores the argument in the dictionary format.

**This type of arguments is useful when we do not know the number of arguments in advance.**

Example 6: Many arguments using Keyword argument

def food(\*\*kwargs):

print(kwargs)

food(a="Apple")

food(fruits="Orange", Vagitables="Carrot")

Output:

{'a': 'Apple'}

{'fruits': 'Orange', 'Vagitables': 'Carrot'}

**Scope of variables**

The scopes of the variables depend upon the location where the variable is being declared. The variable declared in one part of the program may not be accessible to the other parts.

**In python, the variables are defined with the two types of scopes.**

* Global variables
* Local variables

The variable defined outside any function is known to have a global scope, whereas the variable defined inside a function is known to have a local scope.

**Local Variable**

Local variables are the variables that declared inside the function and have scope within the function. Let's understand the following example.

Example -

def add():

# Defining local variables. They has scope only within a function

a = 20

b = 30

c = a + b

print("The sum is:", c)

# Calling a function

add()

Output:

The sum is: 50

Explanation:

In the above code, we declared a function named add() and assigned a few variables within the function. These variables will be referred to as the local variables which have scope only inside the function. If we try to use them outside the function, we get a following error.

add()

# Accessing local variable outside the function

print(a)

Output:

The sum is: 50

print(a)

NameError: name 'a' is not defined

We tried to use local variable outside their scope; it threw the NameError.

**Global Variables**

Global variables can be used throughout the program, and its scope is in the entire program. We can use global variables inside or outside the function.

A variable declared outside the function is the global variable by default. Python provides the global keyword to use global variable inside the function. If we don't use the global keyword, the function treats it as a local variable.

Example -

# Declare a variable and initialize it

x = 101

# Global variable in function

def mainFunction():

# printing a global variable

global x

print(x)

# modifying a global variable

x = 'Welcome To Python'

print(x)

mainFunction()

print(x)

Output:

101

Welcome To Python

Welcome To Python

Explanation:

In the above code, we declare a global variable x and assign a value to it. Next, we defined a function and accessed the declared variable using the global keyword inside the function. Now we can modify its value. Then, we assigned a new string value to the variable x.

Now, we called the function and proceeded to print x. It printed the as newly assigned value of x.

Global variables can be used by everyone, both inside of functions and outside.

Example

Create a variable outside of a function, and use it inside the function

x = "awesome"

def myfunc():

print("Python is " + x)

myfunc()

If you create a variable with the same name inside a function, this variable will be local, and can only be used inside the function. The global variable with the same name will remain as it was, global and with the original value.

Example-Create a variable inside a function, with the same name as the global variable

x = "awesome"

def myfunc():

x = "fantastic"

print("Python is " + x)

myfunc()

print("Python is " + x)

The global Keyword

To create a global variable inside a function, you can use the global keyword.

Example

If you use the global keyword, the variable belongs to the global scope:

def myfunc():

global x

x = "fantastic"

myfunc()

print("Python is " + x)

Also, use the global keyword if you want to change a global variable inside a function.

Example

To change the value of a global variable inside a function, refer to the variable by using the global keyword:

x = "awesome"

def myfunc():

global x

x = "fantastic"

myfunc()

print("Python is " + x)

Example 1 Local Variable

def print\_message():

message = "hello !! I am going to print a message." # the variable message is local to the function itself

print(message)

print\_message()

print(message) # this will cause an error since a local variable cannot be accessible here.

Output:

hello !! I am going to print a message.

File "/root/PycharmProjects/PythonTest/Test1.py", line 5, in

print(message)

NameError: name 'message' is not defined

Example 2 Local Variable

def calculate(\*args):

sum=0

for arg in args:

sum = sum +arg

print("The sum is",sum)

sum=0

calculate(10,20,30) #60 will be printed as the sum

print("Value of sum outside the function:",sum) # 0 will be printed Output:

Output:

The sum is 60

Value of sum outside the function: 0

**Python Built-in Functions**

The Python built-in functions are defined as the functions whose functionality is pre-defined in Python. The python interpreter has several functions that are always present for use. These functions are known as Built-in Functions. There are several built-in functions in Python which are listed below:

**Python abs() Function**

The python abs() function is used to return the absolute value of a number. It takes only one argument, a number whose absolute value is to be returned. The argument can be an integer and floating-point number. If the argument is a complex number, then, abs() returns its magnitude.

Python abs() Function Example

# integer number

integer = -20

print('Absolute value of -20 is:', abs(integer))

# floating number

floating = -20.83

print('Absolute value of -20.83 is:', abs(floating))

Output:

Absolute value of -20 is: 20

Absolute value of -20.83 is: 20.83

**Python all() Function**

The python all() function accepts an iterable object (such as list, dictionary, etc.). It returns true if all items in passed iterable are true. Otherwise, it returns False. If the iterable object is empty, the all() function returns True.

Python all() Function Example

# all values true

k = [1, 3, 4, 6]

print(all(k))

# all values false

k = [0, False]

print(all(k))

# one false value

k = [1, 3, 7, 0]

print(all(k))

# one true value

k = [0, False, 5]

print(all(k))

# empty iterable

k = []

print(all(k))

Output:

True

False

False

False

True

**Python any() Function**

The python any() function returns true if any item in an iterable is true. Otherwise, it returns False.

Python any() Function Example

l = [4, 3, 2, 0]

print(any(l))

l = [0, False]

print(any(l))

l = [0, False, 5]

print(any(l))

l = []

print(any(l))

Output:

True

False

True

False

**Python bin() Function**

The python bin() function is used to return the binary representation of a specified integer. A result always starts with the prefix 0b.

Python bin() Function Example

x = 10

y = bin(x)

print (y)

Output:

0b1010

In same way we can use oct() for octal and hex() for hexadecimal.

**Python bool()**

The python bool() converts a value to boolean(True or False) using the standard truth testing procedure.

Python bool() Example

test1 = []

print(test1,'is',bool(test1))

test1 = [0]

print(test1,'is',bool(test1))

test1 = 0.0

print(test1,'is',bool(test1))

test1 = None

print(test1,'is',bool(test1))

test1 = True

print(test1,'is',bool(test1))

test1 = 'Easy string'

print(test1,'is',bool(test1))

Output:

[] is False

[0] is True

0.0 is False

None is False

True is True

Easy string is True

**Python callable() Function**

A python callable() function in Python is something that can be called. This built-in function checks and returns true if the object passed appears to be callable, otherwise false.

Python callable() Function Example

x = 8

print(callable(x))

Output:

False

**Python compile() Function**

The python compile() function takes source code as input and returns a code object which can later be executed by exec() function.

Python compile() Function Example

# compile string source to code

code\_str = 'x=5\ny=10\nprint("sum =",x+y)'

code = compile(code\_str, 'sum.py', 'exec')

print(type(code))

exec(code)

Output:

<class 'code'>

sum = 15

**Python exec() Function**

The python exec() function is used for the dynamic execution of Python program which can either be a string or object code and it accepts large blocks of code, unlike the eval() function which only accepts a single expression.

Python exec() Function Example

x = 8

exec('print(x==8)')

exec('print(x+4)')

Output:

True

12

**Python sum() Function**

As the name says, python sum() function is used to get the sum of numbers of an iterable, i.e., list.

Python sum() Function Example

s = sum([1, 2,4 ])

print(s)

s = sum([1, 2, 4], 10)

print(s)

Output:

7

17

**Python eval() Function**

The python eval() function parses the expression passed to it and runs python expression(code) within the program.

Python eval() Function Example

x = 8

print(eval('x + 1'))

Output:

9

**Python float()**

The python float() function returns a floating-point number from a number or string.

Python float() Example

# for integers

print(float(9))

# for floats

print(float(8.19))

# for string floats

print(float("-24.27"))

# for string floats with whitespaces

print(float(" -17.19\n"))

# string float error

print(float("xyz"))

Output:

9.0

8.19

-24.27

-17.19

ValueError: could not convert string to float: 'xyz'

**Python format() Function**

The python format() function returns a formatted representation of the given value.

Python format() Function Example

# d, f and b are a type

# integer

print(format(123, "d"))

# float arguments

print(format(123.4567898, "f"))

# binary format

print(format(12, "b"))

Output:

123

123.456790

1100

**Python frozenset()**

The python frozenset() function returns an immutable frozenset object initialized with elements from the given iterable.

Python frozenset() Example

# tuple of letters

letters = ('m', 'r', 'o', 't', 's')

fSet = frozenset(letters)

print('Frozen set is:', fSet)

print('Empty frozen set is:', frozenset())

Output:

Frozen set is: frozenset({'o', 'm', 's', 'r', 't'})

Empty frozen set is: frozenset()

Python **getattr()** Function

The python getattr() function returns the value of a named attribute of an object. If it is not found, it returns the default value.

Python getattr() Function Example

class Details:

age = 22

name = "Phill"

details = Details()

print('The age is:', getattr(details, "age"))

print('The age is:', details.age)

Output:

The age is: 22

The age is: 22

**Python iter() Function**

The python iter() function is used to return an iterator object. It creates an object which can be iterated one element at a time.

Python iter() Function Example

# list of numbers

list = [1,2,3,4,5]

listIter = iter(list)

# prints '1'

print(next(listIter))

# prints '2'

print(next(listIter))

# prints '3'

print(next(listIter))

# prints '4'

print(next(listIter))

# prints '5'

print(next(listIter))

Output:

1

2

3

4

5

**Python len() Function**

The python len() function is used to return the length (the number of items) of an object.

Python len() Function Example

strA = 'Python'

print(len(strA))

Output:

6

**Python list()**

The python list() creates a list in python.

Python list() Example

# empty list

print(list())

# string

String = 'abcde'

print(list(String))

# tuple

Tuple = (1,2,3,4,5)

print(list(Tuple))

# list

List = [1,2,3,4,5]

print(list(List))

Output:

[]

['a', 'b', 'c', 'd', 'e']

[1,2,3,4,5]

[1,2,3,4,5]

Python **open()** Function

The python open() function opens the file and returns a corresponding file object.

Python open() Function Example

# opens python.text file of the current directory

f = open("python.txt")

# specifying full path

f = open("C:/Python33/README.txt")

Output:

Since the mode is omitted, the file is opened in 'r' mode; opens for reading.

Python **chr()** Function

Python chr() function is used to get a string representing a character which points to a Unicode code integer. For example, chr(97) returns the string 'a'. This function takes an integer argument and throws an error if it exceeds the specified range. The standard range of the argument is from 0 to 1,114,111.

Python **delattr()** Function

Python delattr() function is used to delete an attribute from a class. It takes two parameters, first is an object of the class and second is an attribute which we want to delete. After deleting the attribute, it no longer available in the class and throws an error if try to call it using the class object.

Example:

class Student:

id = 101

name = "Pranshu"

email = "pranshu@abc.com"

# Declaring function

def getinfo(self):

print(self.id, self.name, self.email)

s = Student()

s.getinfo()

delattr(Student,'course') # Removing attribute which is not available

s.getinfo() # error: throws an error

Output:

101 Pranshu pranshu@abc.com

AttributeError: course

Python **divmod()** Function

Python divmod() function is used to get remainder and quotient of two numbers. This function takes two numeric arguments and returns a tuple. Both arguments are required and numeric

Example:

# Python divmod() function example

# Calling function

result = divmod(10,2)

# Displaying result

print(result)

Output:

(5, 0)

Python **dict()**

Python dict() function is a constructor which creates a dictionary. Python dictionary provides three different constructors to create a dictionary:

If no argument is passed, it creates an empty dictionary.

If a positional argument is given, a dictionary is created with the same key-value pairs. Otherwise, pass an iterable object.

If keyword arguments are given, the keyword arguments and their values are added to the dictionary created from the positional argument.

Example

# Calling function

result = dict() # returns an empty dictionary

result2 = dict(a=1,b=2)

# Displaying result

print(result)

print(result2)

Output:

{}

{'a': 1, 'b': 2}

Python **filter()** Function

Python filter() function is used to get filtered elements. This function takes two arguments, first is a function and the second is iterable. The filter function returns a sequence of those elements of iterable object for which function returns true value.

The first argument can be none, if the function is not available and returns only elements that are true.

Example

# Python filter() function example

def filterdata(x):

if x>5:

return x

# Calling function

result = filter(filterdata,(1,2,6))

# Displaying result

print(list(result))

Output:

[6]

Python **help()** Function

Python help() function is used to get help related to the object passed during the call. It takes an optional parameter and returns help information. If no argument is given, it shows the Python help console. It internally calls python's help function.

Example

# Calling function

info = help() # No argument

# Displaying result

print(info)

Output:

Welcome to Python 3.8's help utility!

Python **min()** Function

Python min() function is used to get the smallest element from the collection. This function takes two arguments, first is a collection of elements and second is key, and returns the smallest element from the collection.

Example

# Calling function

small = min(2225,325,2025) # returns smallest element

small2 = min(1000.25,2025.35,5625.36,10052.50)

# Displaying result

print(small)

print(small2)

Output:

325

1000.25

Python **set()** Function

In python, a set is a built-in class, and this function is a constructor of this class. It is used to create a new set using elements passed during the call. It takes an iterable object as an argument and returns a new set object.

Python set() Function Example

# Calling function

result = set() # empty set

result2 = set('12')

result3 = set('javatpoint')

# Displaying result

print(result)

print(result2)

print(result3)

Output:

set()

{'1', '2'}

{'a', 'n', 'v', 't', 'j', 'p', 'i', 'o'}

Python **hex()** Function

Python hex() function is used to generate hex value of an integer argument. It takes an integer argument and returns an integer converted into a hexadecimal string. In case, we want to get a hexadecimal value of a float, then use float.hex() function.

Python hex() Function Example

# Calling function

result = hex(1)

# integer value

result2 = hex(342)

# Displaying result

print(result)

print(result2)

Output:

0x1

0x156

Python **id()** Function

Python id() function returns the identity of an object. This is an integer which is guaranteed to be unique. This function takes an argument as an object and returns a unique integer number which represents identity. Two objects with non-overlapping lifetimes may have the same id() value.

Python id() Function Example

# Calling function

val = id("Javatpoint") # string object

val2 = id(1200) # integer object

val3 = id([25,336,95,236,92,3225]) # List object

# Displaying result

print(val)

print(val2)

print(val3)

Output:

139963782059696

139963805666864

139963781994504

Python **setattr()** Function

Python setattr() function is used to set a value to the object's attribute. It takes three arguments, i.e., an object, a string, and an arbitrary value, and returns none. It is helpful when we want to add a new attribute to an object and set a value to it.

Example:

class Student:

id = 0

name = ""

def \_\_init\_\_(self, id, name):

self.id = id

self.name = name

student = Student(102,"Sohan")

print(student.id)

print(student.name)

#print(student.email) product error

setattr(student, 'email','sohan@abc.com') # adding new attribute

print(student.email)

Output:

102

Sohan

sohan@abc.com

Python **sorted()** Function

Python sorted() function is used to sort elements. By default, it sorts elements in an ascending order but can be sorted in descending also. It takes four arguments and returns a collection in sorted order. In the case of a dictionary, it sorts only keys, not values.

Example

str = "javatpoint" # declaring string

# Calling function

sorted1 = sorted(str) # sorting string

# Displaying result

print(sorted1)

Output:

['a', 'a', 'i', 'j', 'n', 'o', 'p', 't', 't', 'v']

Python **next()** Function

Python next() function is used to fetch next item from the collection. It takes two arguments, i.e., an iterator and a default value, and returns an element.

This method calls on iterator and throws an error if no item is present. To avoid the error, we can set a default value.

Example

number = iter([256, 32, 82]) # Creating iterator

# Calling function

item = next(number)

# Displaying result

print(item)

# second item

item = next(number)

print(item)

# third item

item = next(number)

print(item)

Output:

256

32

82

Python **input()** Function

Python input() function is used to get an input from the user. It prompts for the user input and reads a line. After reading data, it converts it into a string and returns it. It throws an error EOFError if EOF is read.

Example

# Calling function

val = input("Enter a value: ")

# Displaying result

print("You entered:",val)

Output:

Enter a value: 45

You entered: 45

Python **int()** Function

Python int() function is used to get an integer value. It returns an expression converted into an integer number. If the argument is a floating-point, the conversion truncates the number. If the argument is outside the integer range, then it converts the number into a long type.

If the number is not a number or if a base is given, the number must be a string.

Example:

# Calling function

val = int(10) # integer value

val2 = int(10.52) # float value

val3 = int('10') # string value

# Displaying result

print("integer values :",val, val2, val3)

Output:

integer values : 10 10 10

Python **isinstance()** Function

Python isinstance() function is used to check whether the given object is an instance of that class. If the object belongs to the class, it returns true. Otherwise returns False. It also returns true if the class is a subclass.

The isinstance() function takes two arguments, i.e., object and classinfo, and then it returns either True or False.

Python isinstance() function Example

class Student:

id = 101

name = "John"

def \_\_init\_\_(self, id, name):

self.id=id

self.name=name

student = Student(1010,"John")

lst = [12,34,5,6,767]

# Calling function

print(isinstance(student, Student)) # isinstance of Student class

print(isinstance(lst, Student))

Output:

True

False

Python **oct()** Function

Python oct() function is used to get an octal value of an integer number. This method takes an argument and returns an integer converted into an octal string. It throws an error TypeError, if argument type is other than an integer.

Example:

# Calling function

val = oct(10)

# Displaying result

print("Octal value of 10:",val)

Output:

Octal value of 10: 0o12

Python **ord()** Function

The python ord() function returns an integer representing Unicode code point for the given Unicode character.

Example:

# Code point of an integer

print(ord('8'))

# Code point of an alphabet

print(ord('R'))

# Code point of a character

print(ord('&'))

Output:

56

82

38

Python **pow()** Function

The python pow() function is used to compute the power of a number. It returns x to the power of y. If the third argument(z) is given, it returns x to the power of y modulus z, i.e. (x, y) % z.

Example:

# positive x, positive y (x\*\*y)

print(pow(4, 2))

# negative x, positive y

print(pow(-4, 2))

# positive x, negative y (x\*\*-y)

print(pow(4, -2))

# negative x, negative y

print(pow(-4, -2))

Output:

16

16

0.0625

0.0625

**Python print() Function**

The python print() function prints the given object to the screen or other standard output devices.

Example:

print("Python is programming language.")

x = 7

# Two objects passed

print("x =", x)

y = x

# Three objects passed

print('x =', x, '= y')

Output:

Python is programming language.

x = 7

x = 7 = y

Python **range()** Function

The python range() function returns an immutable sequence of numbers starting from 0 by default, increments by 1 (by default) and ends at a specified number.

Example:

# empty range

print(list(range(0)))

# using the range(stop)

print(list(range(4)))

# using the range(start, stop)

print(list(range(1,7 )))

Output:

[]

[0, 1, 2, 3]

[1, 2, 3, 4, 5, 6]

**Python reversed() Function**

The python reversed() function returns the reversed iterator of the given sequence.

Python reversed() function Example

# for string

String = 'Java'

print(list(reversed(String)))

# for tuple

Tuple = ('J', 'a', 'v', 'a')

print(list(reversed(Tuple)))

# for range

Range = range(8, 12)

print(list(reversed(Range)))

# for list

List = [1, 2, 7, 5]

print(list(reversed(List)))

Output:

['a', 'v', 'a', 'J']

['a', 'v', 'a', 'J']

[11, 10, 9, 8]

[5, 7, 2, 1]

**Python round() Function**

The python round() function rounds off the digits of a number and returns the floating point number.

Python round() Function Example

# for integers

print(round(10))

# for floating point

print(round(10.8))

# even choice

print(round(6.6))

Output:

10

11

7

**Python issubclass() Function**

The python issubclass() function returns true if object argument(first argument) is a subclass of second class(second argument).

Python issubclass() Function Example

class Rectangle:

def \_\_init\_\_(rectangleType):

print('Rectangle is a ', rectangleType)

class Square(Rectangle):

def \_\_init\_\_(self):

Rectangle.\_\_init\_\_('square')

print(issubclass(Square, Rectangle))

print(issubclass(Square, list))

print(issubclass(Square, (list, Rectangle)))

print(issubclass(Rectangle, (list, Rectangle)))

Output:

True

False

True

True

**Python str function:**

The python str() converts a specified value into a string.

str(4)

Output:

'4'

**Python tuple() Function**

The python tuple() function is used to create a tuple object.

Python tuple() Function Example

t1 = tuple()

print('t1=', t1)

# creating a tuple from a list

t2 = tuple([1, 6, 9])

print('t2=', t2)

# creating a tuple from a string

t1 = tuple('Java')

print('t1=',t1)

# creating a tuple from a dictionary

t1 = tuple({4: 'four', 5: 'five'})

print('t1=',t1)

Output:

t1= ()

t2= (1, 6, 9)

t1= ('J', 'a', 'v', 'a')

t1= (4, 5)

**Python type()**

The python type() returns the type of the specified object if a single argument is passed to the type() built in function. If three arguments are passed, then it returns a new type object.

Python type() Function Example

List = [4, 5]

print(type(List))

Dict = {4: 'four', 5: 'five'}

print(type(Dict))

class Python:

a = 0

InstanceOfPython = Python()

print(type(InstanceOfPython))

Output:

<class 'list'>

<class 'dict'>

<class '\_\_main\_\_.Python'>

**Python Lambda Functions**

Python Lambda function is known as the anonymous function that is defined without a name. Python allows us to not declare the function in the standard manner, i.e., by using the def keyword. Rather, the anonymous functions are declared by using the lambda keyword. However, Lambda functions can accept any number of arguments, but they can return only one value in the form of expression.

The anonymous function contains a small piece of code. It simulates inline functions of C and C++, but it is not exactly an inline function.

The syntax to define an anonymous function is given below.

Syntax: lambda arguments: expression

It can accept any number of arguments and has only one expression. It is useful when the function objects are required.

Example 1

# a is an argument and a+10 is an expression which got evaluated and returned.

x = lambda a:a+10

# Here we are printing the function object

print(x)

print("sum = ",x(20))

Output:

<function <lambda> at 0x0000019E285D16A8>

sum = 30

In the above example, we have defined the lambda a: a+10 anonymous function where a is an argument and a+10 is an expression. The given expression gets evaluated and returned the result. The above lambda function is same as the normal function.

def x(a):

return a+10

print(sum = x(10))

Example 2

Multiple arguments to Lambda function

# a and b are the arguments and a\*b is the expression which gets evaluated and returned.

x = lambda a,b: a\*b

print("mul = ", x(20,10))

Output:

mul = 200

**Why use lambda function?**

The main role of the lambda function is better described in the scenarios when we use them anonymously inside another function. In Python, the lambda function can be used as an argument to the higher-order functionswhich accepts other functions as arguments.

Example 1:

#the function table(n) prints the table of n

def table(n):

return lambda a:a\*n # a will contain the iteration variable i and a multiple of n is returned at each function call

n = int(input("Enter the number:"))

b = table(n) #the entered number is passed into the function table. b will contain a lambda function which is

#called again and again with the iteration variable i

for i in range(1,11):

print(n,"X",i,"=",b(i)) #the lambda function b is called with the iteration variable i

Output:

Enter the number:10

10 X 1 = 10

10 X 2 = 20

10 X 3 = 30

10 X 4 = 40

10 X 5 = 50

10 X 6 = 60

10 X 7 = 70

10 X 8 = 80

10 X 9 = 90

10 X 10 = 100

**The lambda function is commonly used with Python built-in functions filter() function and map() function.**

**Use lambda function with filter()**

The Python built-in filter() function accepts a function and a list as an argument. It provides an effective way to filter out all elements of the sequence. It returns the new sequence in which the function evaluates to True.

Example:

#program to filter out the tuple which contains odd numbers

lst = (10,22,37,41,100,123,29)

oddlist = tuple(filter(lambda x:(x%3 == 0),lst)) # the tuple contains all the items of the tuple for which the lambda function evaluates to true

print(oddlist)

Output:

(123, )

**Using lambda function with map()**

The map() function in Python accepts a function and a list. It gives a new list which contains all modified items returned by the function for each item.

Example:

#program to filter out the list which contains odd numbers

lst = (10,20,30,40,50,60)

square\_list = list(map(lambda x:x\*\*2,lst)) # the tuple contains all the items of the list for which the lambda function evaluates to true

print(square\_tuple)

Output:

(100, 400, 900, 1600, 2500, 3600)

**Python File Handling**

Till now, we were taking the input from the console and writing it back to the console to interact with the user.

Sometimes, it is not enough to only display the data on the console. The data to be displayed may be very large, and only a limited amount of data can be displayed on the console since the memory is volatile, it is impossible to recover the programmatically generated data again and again.

The file handling plays an important role when the **data needs to be stored permanently into the file**. A file is a named location on disk to store related information. **We can access the stored information (non-volatile) after the program termination.**

The file-handling implementation is slightly lengthy or complicated in the other programming language, but it is easier and shorter in Python.

In Python, files are treated in **two modes as text or binary**. The file may be in the text or binary format, and **each line of a file is ended with the special character.**

Hence, a **file operation can be done in the following order**.

* Open a file
* Read or write - Performing operation
* Close the file
* Opening a file

**open() function:**

Python provides an open() function that **accepts two arguments, file name and access mode** in which the file is accessed. The function **returns a file object which can be used to perform various operations** like reading, writing, etc.

Syntax:

file object = open(<file-name>, <access-mode>, <buffering>)

The files can be accessed using various modes like read, write, or append. The following are the details about the **access mode to open a file.**

|  |  |  |
| --- | --- | --- |
| Sr. No. | Access mode | Description |
| 1 | r | It opens the file to read-only mode. The file pointer exists at the beginning. The file is by default open in this mode if no access mode is passed. |
| 2 | rb | It opens the file to read-only in binary format. The file pointer exists at the beginning of the file. |
| 3 | r+ | It opens the file to read and write both. The file pointer exists at the beginning of the file. |
| 4 | rb+ | It opens the file to read and write both in binary format. The file pointer exists at the beginning of the file. |
| 5 | w | It opens the file to write only. It overwrites the file if previously exists or creates a new one if no file exists with the same name. The file pointer exists at the beginning of the file. |
| 6 | wb | It opens the file to write only in binary format. It overwrites the file if it exists previously or creates a new one if no file exists. The file pointer exists at the beginning of the file. |
| 7 | w+ | It opens the file to write and read both. It is different from r+ in the sense that it overwrites the previous file if one exists whereas r+ doesn't overwrite the previously written file. It creates a new file if no file exists. The file pointer exists at the beginning of the file. |
| 8 | wb+ | It opens the file to write and read both in binary format. The file pointer exists at the beginning of the file. |
| 9 | a | It opens the file in the append mode. The file pointer exists at the end of the previously written file if exists any. It creates a new file if no file exists with the same name. |
| 10 | ab | It opens the file in the append mode in binary format. The pointer exists at the end of the previously written file. It creates a new file in binary format if no file exists with the same name. |
| 11 | a+ | It opens a file to append and read both. The file pointer remains at the end of the file if a file exists. It creates a new file if no file exists with the same name. |
| 12 | ab+ | It opens a file to append and read both in binary format. The file pointer remains at the end of the file. |

Example to open a file named "file.txt" (stored in the same directory) in read mode and printing its content on the console.

Example:

fileptr = open("file.txt","r")

if fileptr:

print("file is opened successfully")

Output:

<class '\_io.TextIOWrapper'>

file is opened successfully

In the above code, we have passed filename as a first argument and opened file in read mode as we mentioned r as the second argument. The fileptr holds the file object and if the file is opened successfully, it will execute the print statement.

**The close() method**

Once all the operations are done on the file, we must close it through our Python script using the close() method. Any **unwritten information gets destroyed once the close() method is called on a file object**.

We can perform any operation on the file externally using the file system which is the currently opened in Python; hence it is good practice to close the file once all the operations are done.

Syntax:

fileobject.close()

Example:

fileptr = open("file.txt","r")

if fileptr:

print("file is opened successfully")

fileptr.close()

**After closing the file, we cannot perform any operation in the file**. The file needs to be properly closed. **If any exception occurs while performing some operations in the file then the program terminates without closing the file.**

**We should use the following method to overcome such type of problem.**

try:

fileptr = open("file.txt")

# perform file operations

finally:

fileptr.close()

**The with statement:**

The with statement was introduced in python 2.5. The with statement is useful in the case of manipulating the files. It is used in the scenario where a pair of statements is to be executed with a block of code in between.

**The syntax to open a file using with the statement is given below.**

with open(<file name>, <access mode>) as <file-pointer>:

#statement suite

**The advantage of using with statement is that it provides the guarantee to close the file regardless of how the nested block exits.**

It is always suggestible to use the with statement in the case of files because, **if the break, return, or exception occurs in the nested block of code then it automatically closes the file**, we don't need to write the close() function. It doesn't let the file to corrupt.

Example:

with open("file.txt",'r') as f:

content = f.read();

print(content)

**Writing the file (write() method):**

To write some text to a file, we need to open the file using the open method with one of the following access modes.

w: It will overwrite the file if any file exists. The file pointer is at the beginning of the file.

a: It will append the existing file. The file pointer is at the end of the file. It creates a new file if no file exists.

Example:

# open the file.txt in append mode. Create a new file if no such file exists.

fileptr = open("file2.txt", "w")

# appending the content to the file

fileptr.write('''''Python is the modern day language. It makes things so simple.

It is the fastest-growing programing language''')

# closing the opened the file

fileptr.close()

Output:

File2.txt

Python is the modern-day language. It makes things so simple.

It is the fastest growing programming language.

Snapshot of the file2.txt
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We have opened the file in w mode. The file1.txt file doesn't exist, it created a new file and we have written the content in the file using the write() function.

Example 2

#open the file.txt in write mode.

fileptr = open("file2.txt","a")

#overwriting the content of the file

fileptr.write(" Python has an easy syntax and user-friendly interaction.")

#closing the opened file

fileptr.close()

Output:

Python is the modern day language. It makes things so simple.

It is the fastest growing programing language Python has an easy syntax and user-friendly interaction.

**Reading the file (read() method):**

To read a file using the Python script, the Python provides the read() method. The read() method reads a string from the file. It can read the data in the text as well as a binary format.

Syntax:

fileobj.read(<count>)

Here, the count is the number of bytes to be read from the file starting from the beginning of the file. If the count is not specified, then it may read the content of the file until the end.

Example

#open the file.txt in read mode. causes error if no such file exists.

fileptr = open("file2.txt","r")

#stores all the data of the file into the variable content

content = fileptr.read(10)

# prints the type of the data stored in the file

print(type(content))

#prints the content of the file

print(content)

#closes the opened file

fileptr.close()

Output:

<class 'str'>

Python is

In the above code, we have read the content of file2.txt by using the read() function. We have passed count value as ten which means it will read the first ten characters from the file.

**If we use the following line, then it will print all content of the file.**

content = fileptr.read()

print(content)

Output:

Python is the modern-day language. It makes things so simple.

It is the fastest-growing programing language Python has easy an syntax and user-friendly interaction.

**Read file through for loop:**

We can read the file using for loop. Consider the following example.

#open the file.txt in read mode. causes an error if no such file exists.

fileptr = open("file2.txt","r");

#running a for loop

for i in fileptr:

print(i) # **i contains each line of the file**

Output:

Python is the modern day language.

It makes things so simple.

Python has easy syntax and user-friendly interaction.

**Read Lines of the file**

Python facilitates to read the file line by line by using a function readline() method. **The readline() method reads the lines of the file from the beginning**, i.e., if we use the readline() method two times, then we can get the first two lines of the file.

Consider the following example which contains a function readline() that reads the first line of our file "file2.txt" containing three lines. Consider the following example.

Example 1: Reading lines using readline() function

#open the file.txt in read mode. causes error if no such file exists.

fileptr = open("file2.txt","r");

#stores all the data of the file into the variable content

content = fileptr.readline()

content1 = fileptr.readline()

#prints the content of the file

print(content)

print(content1)

#closes the opened file

fileptr.close()

Output:

Python is the modern day language.

It makes things so simple.

We called the readline() function two times that's why it read two lines from the file.

**readlines() method:**

Python provides also the readlines() method which is used for the reading lines. It returns the list of the lines till the end of file(EOF) is reached.

Example 2: Reading Lines Using readlines() function

#open the file.txt in read mode. causes error if no such file exists.

fileptr = open("file2.txt","r");

#stores all the data of the file into the variable content

content = fileptr.readlines()

#prints the content of the file

print(content)

#closes the opened file

fileptr.close()

Output:

['Python is the modern day language.\n', 'It makes things so simple.\n', 'Python has easy syntax and user-friendly interaction.']

**Creating a new file:**

The new file can be created by using one of the following access modes with the function open().

x: it creates a new file with the specified name. It causes an error a file exists with the same name.

a: It creates a new file with the specified name if no such file exists. It appends the content to the file if the file already exists with the specified name.

w: It creates a new file with the specified name if no such file exists. It overwrites the existing file.

Example 1

#open the file.txt in read mode. causes error if no such file exists.

fileptr = open("file2.txt","x")

print(fileptr)

if fileptr:

print("File created successfully")

Output:

<\_io.TextIOWrapper name='file2.txt' mode='x' encoding='cp1252'>

File created successfully

**File Pointer positions:**

Python provides the **tell() method which is used to print the byte number at which the file pointer currently exists**.

# open the file file2.txt in read mode

fileptr = open("file2.txt","r")

#initially the filepointer is at 0

print("The filepointer is at byte :",fileptr.tell())

#reading the content of the file

content = fileptr.read();

#after the read operation file pointer modifies. tell() returns the location of the fileptr.

print("After reading, the filepointer is at:",fileptr.tell())

Output:

The filepointer is at byte : 0

After reading, the filepointer is at: 117

**Modifying file pointer position (seek() method):**

In real-world applications, sometimes we need to change the file pointer location externally since we may need to read or write the content at various locations.

For this purpose, the Python provides us the seek() method which enables us to modify the file pointer position externally. **The seek() method accepts two parameters**:

**offset:** It refers to the new position of the file pointer within the file.

**from:** It indicates the reference position from where the bytes are to be moved. If it is set to **0, the beginning of the file is used as the reference position**. If it is set to **1, the current position of the file pointer is used as the reference position**. If it is set to **2, the end of the file pointer is used as the reference position**.

Syntax:

<file-ptr>.seek(offset[, from)

Example:

# open the file file2.txt in read mode

fileptr = open("file2.txt","r")

#initially the filepointer is at 0

print("The filepointer is at byte :",fileptr.tell())

#changing the file pointer location to 10.

fileptr.seek(10);

#tell() returns the location of the fileptr.

print("After reading, the filepointer is at:",fileptr.tell())

Output:

The filepointer is at byte : 0

After reading, the filepointer is at: 10

**Python OS module:**

The Python os module enables interaction with the operating system. The os module provides the functions that are involved in file processing operations like renaming, deleting, etc.

**Renaming the file:**

To rename the specified file to a new name, os module provides rename() method.

Syntax:

rename(current-name, new-name)

The first argument is the current file name and the second argument is the modified name. We can change the file name bypassing these two arguments.

Example 1:

import os

#rename file2.txt to file3.txt

os.rename("C:\\ Python\\python.txt","C:\\ Python\\test.txt")

Output:

**Removing the file**

The os module provides the **remove() method** which is used to remove the specified file.

remove(file-name)

Example:

import os;

#deleting the file named file3.txt

os.remove("file3.txt")

**Creating the new directory**

The mkdir() method is used to create the directories in the current working directory. The syntax to create the new directory is given below.

Syntax:

mkdir(directory name)

Example 1

import os

#creating a new directory with the name new

os.mkdir("new")

**The getcwd() method:**

This method returns the current working directory.

Syntax

os.getcwd()

Example

import os

os.getcwd()

Output:

'C:\\Users\\DEVANSH SHARMA'

**Changing the current working directory:**

**The chdir() method** is used to change the current working directory to a specified directory.

Syntax

chdir("new-directory")

Example

import os

# Changing current directory with the new directiory

os.chdir("C:\\Users\\DEVANSH SHARMA\\Documents")

#It will display the current working directory

os.getcwd()

Output:

'C:\\Users\\DEVANSH SHARMA\\Documents'

**Deleting directory:**

The **rmdir() method** is used to delete the specified directory.

Syntax

os.rmdir(directory name)

Example 1

import os

#removing the new directory

os.rmdir("directory\_name")

It will remove the specified directory.

**Writing Python output to the files:**

In Python, there are the requirements to write the output of a Python script to a file.

The **check\_call() method of module subprocess is used to execute a Python script and write the output of that script to a file.**

The following example contains two python scripts. The script file1.py executes the script file.py and writes its output to the text file output.txt.

Example

**file.py**

temperatures=[10,-20,-289,100]

def c\_to\_f(c):

if c< -273.15:

return "That temperature doesn't make sense!"

else:

f=c\*9/5+32

return f

for t in temperatures:

print(c\_to\_f(t))

**file1.py**

import subprocess

f=open("output.txt", "wb")

subprocess.check\_call(["python", "file.py"], stdout=f)

**The file related methods:**

The file object provides the following methods to manipulate the files on various operating systems.

|  |  |  |
| --- | --- | --- |
| SN | Method | Description |
| 1 | file.close() | It closes the opened file. The file once closed, it can't be read or write anymore. |
| 2 | File.fush() | It flushes the internal buffer. |
| 3 | File.fileno() | It returns the file descriptor used by the underlying implementation to request I/O from the OS. |
| 4 | File.isatty() | It returns true if the file is connected to a TTY device, otherwise returns false. |
| 5 | File.next() | It returns the next line from the file. |
| 6 | File.read([size]) | It reads the file for the specified size. |
| 7 | File.readline([size]) | It reads one line from the file and places the file pointer to the beginning of the new line. |
| 8 | File.readlines([sizehint]) | It returns a list containing all the lines of the file. It reads the file until the EOF occurs using readline() function. |
| 9 | File.seek(offset[,from) | It modifies the position of the file pointer to a specified offset with the specified reference. |
| 10 | File.tell() | It returns the current position of the file pointer within the file. |
| 11 | File.truncate([size]) | It truncates the file to the optional specified size. |
| 12 | File.write(str) | It writes the specified string to a file |
| 13 | File.writelines(seq) | It writes a sequence of the strings to a file. |

**Python Modules**

A python module can be defined as a python program file which contains a python code including python functions, class, or variables. In other words, we can say that our python code file saved with the extension (.py) is treated as the module. We may have a runnable code inside the python module.

Modules in Python provides us the flexibility to organize the code in a logical way.

To use the functionality of one module into another, we must have to import the specific module.

Example

In this example, we will create a module named as file.py which contains a function func that contains a code to print some message on the console.

Let's create the module named as file.py.

#displayMsg prints a message to the name being passed.

def displayMsg(name)

print("Hi "+name);

Here, we need to include this module into our main module to call the method displayMsg() defined in the module named file.

**Loading the module in our python code**

We need to load the module in our python code to use its functionality. **Python provides two types of statements as defined below.**

* The import statement
* The from-import statement

**The import statement**

The import statement is used to import all the functionality of one module into another. Here, we must notice that we can use the functionality of any python source file by importing that file as the module into another python source file.

**We can import multiple modules with a single import statement**, **but a module is loaded once regardless of the number of times, it has been imported into our file**.

Syntax:

import module1,module2,........ module n

import module

Hence, if we need to call the function displayMsg() defined in the file file.py, we have to import that file as a module into our module as shown in the example below.

Example:

import file;

name = input("Enter the name?")

file.displayMsg(name)

Output:

Enter the name?John

Hi John

**The from-import statement:**

Instead of importing the whole module into the namespace, python provides the flexibility to import only the specific attributes of a module. This can be done by using from? import statement.

Syntax:

from < module-name> import <name 1>, <name 2>..,<name n>

Consider the following module named as calculation which contains three functions as summation, multiplication, and divide.

Example:

**calculation.py:**

#place the code in the calculation.py

def summation(a,b):

return a+b

def multiplication(a,b):

return a\*b;

def divide(a,b):

return a/b;

**Main.py:**

from calculation import summation

#it will import only the summation() from calculation.py

a = int(input("Enter the first number"))

b = int(input("Enter the second number"))

print("Sum = ",summation(a,b)) #we do not need to specify the module name while accessing summation()

Output:

Enter the first number10

Enter the second number20

Sum = 30

**The from...import statement is always better to use if we know the attributes to be imported from the module in advance.** It doesn't let our code to be heavier. **We can also import all the attributes from a module by using \*.**

Syntax:

from <module> import \*

**Renaming a module:**

Python provides us the flexibility to import some module with a specific name so that we can use this name to use that module in our python source file.

Syntax:

import <module-name> as <specific-name>

Example

#the module calculation of previous example is imported in this example as cal.

import calculation as cal;

a = int(input("Enter a?"));

b = int(input("Enter b?"));

print("Sum = ",cal.summation(a,b))

Output:

Enter a?10

Enter b?20

Sum = 30

**Using dir() function**

The dir() function returns a sorted list of names defined in the passed module. This list contains all the sub-modules, variables and functions defined in this module.

Example

import json

List = dir(json)

print(List)

Output:

['JSONDecoder', 'JSONEncoder', '\_\_all\_\_', '\_\_author\_\_', '\_\_builtins\_\_', '\_\_cached\_\_', '\_\_doc\_\_',

'\_\_file\_\_', '\_\_loader\_\_', '\_\_name\_\_', '\_\_package\_\_', '\_\_path\_\_', '\_\_spec\_\_', '\_\_version\_\_',

'\_default\_decoder', '\_default\_encoder', 'decoder', 'dump', 'dumps', 'encoder', 'load', 'loads', 'scanner']

**The reload() function**

As we have already stated that, a module is loaded once regardless of the number of times it is imported into the python source file. However, if you want to reload the already imported module to re-execute the top-level code, python provides us the reload() function. The syntax to use the reload() function is given below.

Syntax:

reload(<module-name>)

for example, to reload the module calculation defined in the previous example, we must use the following line of code.

reload(calculation)

**Scope of variables**

In Python, variables are associated with two types of scopes. All the variables defined in a module contain the global scope unless or until it is defined within a function.

All the variables defined inside a function contain a local scope that is limited to this function itself. We can not access a local variable globally.

**If two variables are defined with the same name with the two different scopes, i.e., local and global, then the priority will always be given to the local variable.**

Example

name = "john"

def print\_name(name):

print("Hi",name) #prints the name that is local to this function only.

name = input("Enter the name?")

print\_name(name)

Output:

Hi David

**Python packages**

The packages in python facilitate the developer with the application development environment by providing a hierarchical directory structure where a package contains sub-packages, modules, and sub-modules. The packages are used to categorize the application level code efficiently.

Let's create a package named Employees in your home directory. Consider the following steps.

1. Create a directory with name Employees on path /home.

2. Create a python source file with name ITEmployees.py on the path /home/Employees.

ITEmployees.py

def getITNames():

List = ["John", "David", "Nick", "Martin"]

return List;

3. Similarly, create one more python file with name BPOEmployees.py and create a function getBPONames().

4. Now, the directory Employees which we have created in the first step contains two python modules. To make this directory a package, we need to include one more file here, that is \_\_init\_\_.py which contains the import statements of the modules defined in this directory.

\_\_init\_\_.py

from ITEmployees import getITNames

from BPOEmployees import getBPONames

5. Now, the directory Employees has become the package containing two python modules. **Here we must notice that we must have to create \_\_init\_\_.py inside a directory to convert this directory to a package.**

6. To use the modules defined inside the package Employees, we must have to import this in our python source file. Let's create a simple python source file at our home directory (/home) which uses the modules defined in this package.

Test.py

import Employees

print(Employees.getNames())

Output:

['John', 'David', 'Nick', 'Martin']

We can have sub-packages inside the packages. We can nest the packages up to any level depending upon the application requirements.

The following image shows the directory structure of an application Library management system which contains three sub-packages as Admin, Librarian, and Student. The sub-packages contain the python modules.

![Python packages](data:image/png;base64,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)

**Python Exception**

An exception can be defined as an unusual condition in a program resulting in the interruption in the flow of the program.

Whenever an exception occurs, the program stops the execution, and thus the further code is not executed. Therefore, an exception is the run-time errors that are unable to handle to Python script. An exception is a Python object that represents an error

Python provides a way to handle the exception so that the code can be executed without any interruption. If we do not handle the exception, the interpreter doesn't execute all the code that exists after the exception.

**Python has many built-in exceptions that enable our program to run without interruption and give the output.** These exceptions are given below:

**Common Exceptions**

Python provides the number of built-in exceptions, but here we are describing the common standard exceptions. A list of common exceptions that can be thrown from a standard Python program is given below.

* ZeroDivisionError: Occurs when a number is divided by zero.
* NameError: It occurs when a name is not found. It may be local or global.
* IndentationError: If incorrect indentation is given.
* IOError: It occurs when Input Output operation fails.
* EOFError: It occurs when the end of the file is reached, and yet operations are being performed.

**The problem without handling exceptions**

As we have already discussed, the exception is an abnormal condition that halts the execution of the program.

Suppose we have two variables a and b, which take the input from the user and perform the division of these values. What if the user entered the zero as the denominator? It will interrupt the program execution and through a ZeroDivision exception.

Example

a = int(input("Enter a:"))

b = int(input("Enter b:"))

c = a/b

print("a/b = %d" %c)

#other code:

print("Hi I am other part of the program")

Output:

Enter a:10

Enter b:0

Traceback (most recent call last):

File "exception-test.py", line 3, in <module>

c = a/b;

ZeroDivisionError: division by zero

The above program is syntactically correct, but it through the error because of unusual input. That kind of programming may not be suitable or recommended for the projects because these projects are required uninterrupted execution. That's why an exception-handling plays an essential role in handling these unexpected exceptions.

We can handle these exceptions in the following way.

**Exception handling in python**

**The try-expect statement**

If the Python program contains suspicious code that may throw the exception, we must place that code in the try block. The try block must be followed with the except statement, which contains a block of code that will be executed if there is some exception in the try block.
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Syntax

try:

#block of code

except Exception1:

#block of code

except Exception2:

#block of code

#other code

Consider the following example.

Example 1

try:

a = int(input("Enter a:"))

b = int(input("Enter b:"))

c = a/b

except:

print("Can't divide with zero")

Output:

Enter a:10

Enter b:0

Can't divide with zero

**We can also use the else statement with the try-except statement in which, we can place the code which will be executed in the scenario if no exception occurs in the try block.**

Syntax:

try:

#block of code

except Exception1:

#block of code

else:

#this code executes if no except block is executed
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Example 2

try:

a = int(input("Enter a:"))

b = int(input("Enter b:"))

c = a/b

print("a/b = %d"%c)

# Using Exception with except statement. If we print(Exception) it will return exception class

except Exception:

print("can't divide by zero")

print(Exception)

else:

print("Hi I am else block")

Output:

Enter a:10

Enter b:0

can't divide by zero

<class 'Exception'>

**The except statement with no exception**

Python provides the flexibility not to specify the name of exception with the exception statement.

Example

try:

a = int(input("Enter a:"))

b = int(input("Enter b:"))

c = a/b;

print("a/b = %d"%c)

except:

print("can't divide by zero")

else:

print("Hi I am else block")

**The except statement using with exception variable**

We can use the exception variable with the except statement. It is used by using the as keyword. this object will return the cause of the exception.

Example:

try:

a = int(input("Enter a:"))

b = int(input("Enter b:"))

c = a/b

print("a/b = %d"%c)

# Using exception object with the except statement

except Exception as e:

print("can't divide by zero")

print(e)

else:

print("Hi I am else block")

Output:

Enter a:10

Enter b:0

can't divide by zero

division by zero

**Points to remember**

* Python facilitates us to not specify the exception with the except statement.
* We can declare multiple exceptions in the except statement since the try block may contain the statements which throw the different type of exceptions.
* We can also specify an else block along with the try-except statement, which will be executed if no exception is raised in the try block.
* The statements that don't throw the exception should be placed inside the else block.

Example

try:

#this will throw an exception if the file doesn't exist.

fileptr = open("file.txt","r")

except IOError:

print("File not found")

else:

print("The file opened successfully")

fileptr.close()

Output:

File not found

**Declaring Multiple Exceptions**

The Python allows us to declare the multiple exceptions with the except clause. Declaring multiple exceptions is useful in the cases where a try block throws multiple exceptions.

Syntax

try:

#block of code

except (<Exception 1>,<Exception 2>,<Exception 3>,...<Exception n>)

#block of code

else:

#block of code

Example:

try:

a=10/0;

except(ArithmeticError, IOError):

print("Arithmetic Exception")

else:

print("Successfully Done")

Output:

Arithmetic Exception

**The try...finally block**

Python provides the optional finally statement, which is used with the try statement. It is executed no matter what exception occurs and used to release the external resource. The finally block provides a guarantee of the execution.

We can use the finally block with the try block in which we can pace the necessary code, which must be executed before the try statement throws an exception.

Syntax

try:

# block of code

# this may throw an exception

finally:

# block of code

# this will always be executed
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Example

try:

fileptr = open("file2.txt","r")

try:

fileptr.write("Hi I am good")

finally:

fileptr.close()

print("file closed")

except:

print("Error")

Output:

file closed

Error

**Raising exceptions**

An exception can be raised forcefully by using the raise clause in Python. It is useful in in that scenario where we need to raise an exception to stop the execution of the program.

For example, there is a program that requires 2GB memory for execution, and if the program tries to occupy 2GB of memory, then we can raise an exception to stop the execution of the program.

Syntax

raise Exception\_class,<value>

**Points to remember**

* To raise an exception, the raise statement is used. The exception class name follows it.
* An exception can be provided with a value that can be given in the parenthesis.
* To access the value "as" keyword is used. "e" is used as a reference variable which stores the value of the exception.
* We can pass the value to an exception to specify the exception type.

Example

try:

age = int(input("Enter the age:"))

if(age<18):

raise ValueError

else:

print("the age is valid")

except ValueError:

print("The age is not valid")

Output:

Enter the age:17

The age is not valid

Example 2 Raise the exception with message

try:

num = int(input("Enter a positive integer: "))

if(num <= 0):

# we can pass the message in the raise statement

raise ValueError("That is a negative number!")

except ValueError as e:

print(e)

Output:

Enter a positive integer: -5

That is a negative number!

Example 3

try:

a = int(input("Enter a:"))

b = int(input("Enter b:"))

if b is 0:

raise ArithmeticError

else:

print("a/b = ",a/b)

except ArithmeticError:

print("The value of b can't be 0")

Output:

Enter a:10

Enter b:0

The value of b can't be 0

**Custom Exception**

The Python allows us to create our exceptions that can be raised from the program and caught using the except clause. However, we suggest you read this section after visiting the Python object and classes.

Example

class ErrorInCode(Exception):

def \_\_init\_\_(self, data):

self.data = data

def \_\_str\_\_(self):

return repr(self.data)

try:

raise ErrorInCode(2000)

except ErrorInCode as ae:

print("Received error:", ae.data)

Output:

Received error: 2000